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Abstract
During the past decade service-orientation has become a popular design paradigm, offering anapproach
in which services are the functional building blocks. Services are self-containedunits of composition,
built to be invoked, composed, and destroyed on (user) demand.Service-oriented systems (SOS) are a
collection of services that are developed based onseveral design principles such as: (i) loose coupling
between services (e.g., inter-servicecommunication can involve either simple data passing or two
or more connected servicescoordinating some activity) that allows services to be independent, yet
highly interoperablewhen required; (ii) service abstraction, which emphasizes the need to hide as
manyimplementation details as possible, yet still exposing functional and extra-functionalcapabilities
that can be offered to service users; (iii) service reusability provided bythe existing services in a
rapid and flexible development process; (iv) service composabilityas one of the main assets of SOS
that provide a design platform for services to be composed anddecomposed, etc.One of the main
concerns in such systems is ensuring service quality per se, but alsoguaranteeing the quality of newly
composed services. To accomplish the above, we consider two system perspectives: the developer's and
the user's view, respectively.In the former, one can be assumed to have access to the internal service
representation:functionality, enabled actions, resource usage, and interactions with other services.In
the second, one has information primarily on the service interface and exposed capabilities(attributes/
features).Means of checking that services and service compositions meet the expected requirements,the
so-called correctness issue, can enable optimization and possibility toguarantee a satisfactory level of a
service composition quality.In order to accomplish exhaustive correctness checks of design-time SOS,we
employ model-checking as the main formal verification technique, which eventually providesnecessary
information about quality-of-service (QoS), already at early stages of system development.~As opposed
to the traditional approach of software system construction,in SOS the same service may be offered
at various prices, QoS, and other conditions,depending on the user needs.In such a setting, the
interactionbetween involved parties requires the negotiation of what is possible at request time,aiming
at meeting needs on demand.The service negotiation process often proceeds with timing, price, and
resource constraints,under which users and providers exchange information on their respective goals,
until reachinga consensus. Hence, a mathematically driven technique to analyze a priori various ways
to achieve such goals isbeneficial for understanding what and how can particular goals be achieved.

This thesis presents the research that we have been carrying out over the past few years, which resulted
in developingmethods and tools for the specification, modeling, and formal analysisof services and
service compositions in SOS. The contributions of the thesis consist of: (i)constructs for the formal
description of services and servicecompositions using the resource-aware timed behavioral language
called REMES; (ii) deductive andalgorithmic approaches for checking correctness of services and
service compositions;(iii) a model of service negotiation that includes different negotiation strategies,
formally analyzedagainst timing and resource constraints; (iv) a tool-chain (REMES SOS IDE) that
provides aneditor and verification support (by integration with the UPPAAL model-checker) to REMES-
based service-oriented designs;(v) a relevant case-study by which we exercise the applicability of our
framework.The presented work has also been applied on other smaller examples presented in the
published papers.
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Abstract

During the past decade service-orientation has become a popular de-
sign paradigm, offering an approach in which services are the functional
building blocks. Services are self-contained units of composition, built
to be invoked, composed, and destroyed on (user) demand. Service-
oriented systems (SOS) are a collection of services that are developed
based on several design principles such as: (i) loose coupling between
services (e.g., inter-service communication can involve either simple data
passing or two or more connected services coordinating some activity)
that allows services to be independent, yet highly interoperable when
required; (ii) service abstraction, which emphasizes the need to hide as
many implementation details as possible, yet still exposing functional
and extra-functional capabilities that can be offered to service users;
(iii) service reusability provided by the existing services in a rapid and
flexible development process; (iv) service composability as one of the
main assets of SOS that provide a design platform for services to be
composed and decomposed, etc. One of the main concerns in such sys-
tems is ensuring service quality per se, but also guaranteeing the quality
of newly composed services. To accomplish the above, we consider two
system perspectives: the developer’s and the user’s view, respectively.
In the former, one can be assumed to have access to the internal ser-
vice representation: functionality, enabled actions, resource usage, and
interactions with other services. In the second, one has information pri-
marily on the service interface and exposed capabilities (attributes/fea-
tures). Means of checking that services and service compositions meet
the expected requirements, the so-called correctness issue, can enable
optimization and possibility to guarantee a satisfactory level of a ser-
vice composition quality. In order to accomplish exhaustive correctness
checks of design-time SOS, we employ model-checking as the main formal
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verification technique, which eventually provides necessary information
about quality-of-service (QoS), already at early stages of system devel-
opment. As opposed to the traditional approach of software system con-
struction, in SOS the same service may be offered at various prices, QoS,
and other conditions, depending on the user needs. In such a setting, the
interaction between involved parties requires the negotiation of what is
possible at request time, aiming at meeting needs on demand. The ser-
vice negotiation process often proceeds with timing, price, and resource
constraints, under which users and providers exchange information on
their respective goals, until reaching a consensus. Hence, a mathemat-
ically driven technique to analyze a priori various ways to achieve such
goals is beneficial for understanding what and how can particular goals
be achieved.

This thesis presents the research that we have been carrying out
over the past few years, which resulted in developing methods and tools
for the specification, modeling, and formal analysis of services and ser-
vice compositions in SOS. The contributions of the thesis consist of: (i)
constructs for the formal description of services and service composi-
tions using the resource-aware timed behavioral language called Remes;
(ii) deductive and algorithmic approaches for checking correctness of
services and service compositions; (iii) a model of service negotiation
that includes different negotiation strategies, formally analyzed against
timing and resource constraints; (iv) a tool-chain ( Remes SOS IDE)
that provides an editor and verification support (by integration with
the Uppaal model-checker) to Remes-based service-oriented designs;
(v) a relevant case-study by which we exercise the applicability of our
framework. The presented work has also been applied on other smaller
examples presented in the published papers.

Populärvetenskaplig

sammanfattning

Under det senaste årtiondet har ett tjänstorienterat paradigm blivit allt-
mer populärt i utvecklingen av datorsystem. I detta paradigm utgör så
kallade tjänster den minsta funktionella systemenheten. Dessa tjänster
är konstruerade så att de kan skapas, användas, sammansättas och avs-
lutas separat. De ska vara oberoende av varandra samtidigt som de ska
kunna fungera effektivt tillsammans och i samarbete med andra system
när så behövs. Vidare ska tjänsterna dölja sina interna implementa-
tionsdetaljer i så stor grad som möjligt, samtidigt som deras fulla funk-
tionalitet ska exponeras för systemdesignern. Tjänsterna ska också på
ett enkelt sätt kunna återanvändas och sammansättas i en snabb och
flexibel utvecklingsprocess.

En av de viktigaste aspekterna i tjänsteorienterade datorsystem är
att kunna säkerställa systemens kvalitet. För att åstadkomma detta är
det viktigt att få en djupare insikt om tjänstens interna funktionalitet,
i termer av möjliga operationer, resursinformation, samt tänkbar inter-
aktion med andra tjänster. Detta är speciellt viktigt när utvecklaren
har möjlighet att välja mellan två funktionellt likvärda tjänster som
är olika med avseende på andra egenskaper, såsom responstid eller an-
dra resurskrav. I detta sammanhang kan en matematisk beskrivning av
en tjänsts beteende ge ökad förståelse av tjänstemodellen, samt hjälpa
användaren att koppla ihop tjänster på ett korrekt sätt. En matema-
tisk beskrivning öppnar också upp för ett sätt att matematiskt resonera
kring tjänster. Metoder för att kontrollera att komponerade tjänster
möter ställda resurskrav möjliggör också resursoptimering av tjänster
samt verifiering av ställda kvalitetskrav.
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I denna avhandling presenteras forskning som har bedrivits under
de senaste åren. Forskningen har resulterat i metoder och verktyg för
att specificera, modellera och formellt analysera tjänster och samman-
sättning av tjänster. Arbetet i avhandlingen består av (i) en formell
definition av tjänster och sammansättning av tjänster med hjälp av
ett resursmedvetet formellt specifikationsspråk kallat Remes; (ii) två
metoder för att analysera tjänster och kontrollera korrektheten i sam-
mansättning av tjänster, både deduktivt och algoritmiskt; (iii) en modell
av förhandlingsprocessen vid sammansättning av tjänster som inklud-
erar olika förhandlingsstrategier; (iv) ett antal verktyg som stödjer dessa
metoder. Metoderna har använts i ett antal fallstudier som är presen-
terade i de publicerade artiklarna.
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Chapter 1

Introduction

Over the past decade the service-oriented paradigm has become a pop-
ular software development approach that provides a way to implement
distributed, loosely coupled, and platform independent systems. The
paradigm has been introduced as an answer to the need of handling a
significant growth of software functionality, by packing it into services
and making it accessible through a networked infrastructure. A service
is assumed to be an autonomous piece of software providing its function-
ality via well-defined interfaces that expose the services’ characteristics,
such as, response time, capacity, etc. Services have become available
via either open or proprietary network protocols, and accessible within
closed corporate Intranets, or throughout open protocols using Inter-
net. The service-oriented approach has also brought a way to integrate
and connect heterogeneous applications and available resources, in most
cases on demand. Constructs to build systems in such a way can be seen
as means to support complex and dynamic interactions among possibly
large numbers of parties that interact in order to achieve well-defined
goals.

One can view service-oriented systems (SOS) as a solution to bridge
the gap between business models and existing technical solutions. From
a technical perspective, SOS enable the use of services that provide
reusable functionality via a well-defined interface, which are discoverable,
and capable of being invoked and composed when needed. Moreover,
SOS promote development of new applications based on the functional-
ity available in already existing services. From a business perspective,

5
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Figure 1.1: An illustration of an applied service-oriented architecture
(SOA) on a business model (Source: Tieto AB)

SOS are expected to provide a way to expose legacy functionality to
remote clients throughout existing or third-party software assets and at
the same time to reduce the overall IT expenses [2, 3].

Figure 1.1 depicts a solution in which a business model is structured
and exposed to the user using a service-oriented architecture (SOA).
SOA organizes such a system as a set of capabilities that are offered as
services. A service is available for use by multiple service consumers,
and at the same time it is able to serve multiple business processes.
It virtualizes how a specific capability is performed, and where and by
whom the resources are provided, enabling multiple service providers to
participate together in shared business activities.

SOS assume services as their basic functional units, independent of
any specific implementation platform, capable of being published, in-
voked, composed and destroyed on demand. In such systems, it is chal-
lenging to ensure the expected level of quality-of-service (QoS) required
in case the user needs to select one of many functionally similar services.
To guarantee the required level of QoS, some of the existing SOS frame-
works provide formal analysis of a mathematical model of the SOS [4–7].
In most cases building the formal model to be analyzed is not a straight-
forward process and it requires a user to master not only specification,
but also transformation techniques.

7

The design and analysis of SOS needs to cater for two different per-
spectives: the developer’s and the user’s. Assuming the former, one
needs to gain insight into the service functionality representation, en-
abled actions, resource annotations, and possible interactions with other
services, all represented as a service behavioral description. For the user’s
view, such a description is not needed, instead the service interface needs
to be visible. The SOS paradigm assumes that new systems and applica-
tions are built by reusing already existing services, providing the reusable
functionality via well-defined interfaces. Once systems and applications
are built, it becomes crucial to be able to check the fulfilment of defined
requirements of the employed services, both in isolation, as well as in
the context of the newly created service compositions. An important as-
pect, many times ignored, is the service’s resource usage. Any analysis
approach that abstracts from service resource constraints might produce
analysis results that are insufficiently correct, or reliable.

The goal of this thesis is to provide methods and tools for the speci-
fication, modeling, and formal analysis of services and service composi-
tions in SOS. Relying on the fact that SOS have similar characteristics
with component-based systems (CBS), one could think of reusing an
existing component-based framework for designing service-oriented soft-
ware. Embracing this view, in this thesis we introduce an extension
of the existing behavioral modeling language Remes, which has been
designed to fit a component-based design perspective [8, 9]. Our ex-
tension enhances Remes to enable the graphical description of internal
service behavior, in terms of actions, resource annotations, timing con-
straints, possible interactions with other services, etc., but also lets the
designer to specify its interface as a set of service attributes (i.e., service
type, service capacity, time-to-serve, status, service precondition, and
postcondition, respectively). Remes is a state-machine based behavioral
language suitable for abstract modeling, with support for hierarchical
modeling, has an input/output distinction, a well-defined formal seman-
tics, and tool support for modeling and formal analysis of SOS [10, 11].
A Remes service can be described in terms of modes that can be either
atomic if they do not contain any submode, or composite if they con-
tain a number of submodes, but can also be employed in various types of
compositions, resulting in more complex services. The language supports
sequential, parallel, or synchronized composition of services that is en-
abled through the special type of Remes mode, called AND/OR mode.
In CBS the system architecture is imposed by the component model’s
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Figure 1.1: An illustration of an applied service-oriented architecture
(SOA) on a business model (Source: Tieto AB)
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The goal of this thesis is to provide methods and tools for the speci-
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tions in SOS. Relying on the fact that SOS have similar characteristics
with component-based systems (CBS), one could think of reusing an
existing component-based framework for designing service-oriented soft-
ware. Embracing this view, in this thesis we introduce an extension
of the existing behavioral modeling language Remes, which has been
designed to fit a component-based design perspective [8, 9]. Our ex-
tension enhances Remes to enable the graphical description of internal
service behavior, in terms of actions, resource annotations, timing con-
straints, possible interactions with other services, etc., but also lets the
designer to specify its interface as a set of service attributes (i.e., service
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postcondition, respectively). Remes is a state-machine based behavioral
language suitable for abstract modeling, with support for hierarchical
modeling, has an input/output distinction, a well-defined formal seman-
tics, and tool support for modeling and formal analysis of SOS [10, 11].
A Remes service can be described in terms of modes that can be either
atomic if they do not contain any submode, or composite if they con-
tain a number of submodes, but can also be employed in various types of
compositions, resulting in more complex services. The language supports
sequential, parallel, or synchronized composition of services that is en-
abled through the special type of Remes mode, called AND/OR mode.
In CBS the system architecture is imposed by the component model’s
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rules of inter-connection, yet for SOS there is no assumed underlying
component model to define an architecture, so composition can be han-
dled by operators (beside parallel composition) with formal semantics,
which can be used to model service compositions. Our extensions in-
troduce service-oriented features, aiming at making Remes suitable for
behavioral modeling and analysis of SOS, too. Thomas Erl recognizes
two stages during service life-cycle [12]. The first deals with service can-
didates, at design-time, where a developer can change and improve both
functional and extra-functional properties of a service [12]. The second
assumes a service that is already visible to service users and ready to
be deployed. In this thesis we focus on service candidates that can still
be analyzed in order to predict their possible future behavior. How-
ever, in the remainder of the thesis we call them services, assuming only
design-time services.

Nowadays, one of the best known and most used formal analysis
technique is model-checking [1]. The essence of model-checking is its
ability to automatically verify finite-state system properties for all sys-
tem behaviors. The analysis process starts with an automata model of
a system describing possible system behaviors fed into a model-checking
tool or a verifier, together with a desired property. Properties to be
examined are typically expressed in a temporal logic. The tool automat-
ically passes through the system’s state space in an exhaustive manner,
and provides an answer regarding the defined property. In case that
the property is satisfied, the tool finishes the verification successfully,
otherwise, it reports one of the traces that violates the property as a
counter-example to the model. For reachability properties that check
whether a given state formula possibly can be satisfied by any reachable
state, a trace is reported when the property is satisfied. The benefit
of such an analysis process is the fact that one can refine the model
and reapply model-checking as many times as needed. In this thesis we
apply model-checking techniques for the formal analysis of services and
service compositions, given that the formal semantics of Remes language
is defined in terms of timed automata (TA) and priced timed automata
(PTA).

One of the main principles of SOS is the idea of composing services
by discovering and selectively invoking them rather than building the
whole application from scratch, at design-time. Therefore, as soon as
services are connected, the validity and correctness of the result need to
be analyzed. For instance, let us assume that a user needs a service that
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is composed from several navigation services, where some services return
a route length in miles and some in kilometers. If the developer omits to
introduce a service that converts length from one metrics to the other,
the error can be detected by formally checking the correctness of the
actual composition, as soon as the composition is formed. Also, services
that are functionally similar might differ in extra-functional attributes,
such as time and resource-usage making them more (or less) suitable for
particular users and applications. In such cases, it is also beneficial to be
able to provide information regarding the minimum (or maximum) time
needed for a service or a service composition to finish the given task, or
the minimum (or maximum) total resource consumption of a service or
service composition. In order to make services (or service compositions)
comparable with respect to resource consumption, we assume a cost
modeled by a weighted sum of the consumed resources.

To verify the correctness and quality of services and service composi-
tions we use the forward analysis technique based on the computation of
the strongest postcondition of a Remes service with respect to a given
precondition [13]. To prove the correctness of a Remes service in iso-
lation, we check that the calculated strongest postcondition is no more
than the given requirement. The strongest postcondition technique as-
sumes Dijkstra’s and Sholten’s strongest postcondition semantics [13]
that lets us reduce proving correctness of services and service compo-
sitions to boolean implications. The actual strongest postcondition is
then calculated algorithmically, with services modeled as PTA. We con-
sider the service resource consumption in Remes as a cost variable in
PTA, and alongside our strongest postcondition calculation, we include,
in our algorithms, well known approaches for computing the minimum
and maximum reachability cost [14].

In SOS the same service may be offered at various prices, QoS and
other conditions, depending on the customer needs. In such a setting,
the interaction between parties involves the negotiation of what is pos-
sible at request time, aiming at meeting needs on demand. Therefore,
the a priori analysis of possible negotiation strategies facilitates insights
into what can be achieved under each strategy, and possibly compute
optimal values of price, resource consumption, etc., or maximized value
of the utility function (a weighted sum of negotiation preferences) for
all possible behaviors of the involved parties. Within SOS, services can
act as clients, mediators, or providers, respectively, as depicted in Fig-
ure 1.2. The role of a client service is to require a service that performs
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Figure 1.2: A model of the negotiation process

a specific task within given resource limits. The mediator initiates and
steers the communication, that is, the negotiation process between the
client and provider, helping them to reach the agreement. The service
provider creates a counteroffer, based on the client’s request and on the
available services.

The negotiation process is an iterative process that, if successful, ends
up with service level agreement (SLA). SLA is a contract between the
client and the provider that sets boundaries on both the functional and
extra-functional properties of a service, which are to be guaranteed, de-
fines the cost of a service delivery and possible penalties in case that the
contract is broken. In this thesis we propose an analyzable negotiation
model between service clients and service providers. The model is based
on the set of Remes interface operations that support Remes service
composition, which we have recently proposed [15].

In brief, the contribution of this thesis is a framework for specifi-
cation, modeling and formal analysis of services and service composi-
tions in SOS, which includes: (i) an extension of a suitable behavioral
language, called Remes [8], to describe functional and extra-functional
properties (i.e., timing-, and resource-wise behavior) of services and ser-
vice compositions (via hierarchical composition textual language), asso-
ciated with analysis techniques for various properties (functional, extra-
functional, timing, etc.); (ii) a Hoare-triple model of service correct-
ness equipped with correctness check via model-checking algorithms of
networks of PTA, which compute the strongest postcondition of given
automata networks together with the minimum (or maximum) cost of
the service resource consumption; (iii) an analyzable negotiation model
between service clients and service providers; (iv) a design tool for graph-
ical modeling of service-based systems accompanied with textual service
description supporting modeling in our proposed behavioral language;
(iv) validation of the framework on relevant case-studies;

In the rest of this chapter, we provide the outline of the thesis (Sec-

1.1 Thesis Outline 11

tion 1.2).

1.1 Thesis Outline

The thesis is organized in two parts. The first part provides a summa-
rized description of the research. Chapter 1 describes the motivation
for the conducted research. Chapter 2 introduces important technical
concepts used throughout the remainder of this thesis. Chapter 3 for-
mulates the main research goal, introduces the research subgoals, and the
research method that we use. Chapter 4 describes the research results
and recapitulates the research goals. Chapter 5 surveys related work.
Finally, Chapter 6 concludes the thesis, summarizes the contributions
and outlines future work.

The second part consists of a collection of peer-reviewed conference,
and workshop papers, presented below, contributing to the research re-
sults.

Paper A. “Towards a Unified Behavioral Model for Component-Based
and Service-Oriented Systems”. Aida Čaušević, Aneta Vulgarakis. In
Proceedings of 2nd IEEE International Workshop on Component-Based
Design of Resource-Constrained Systems (CORCS2009), pages 497-503,
IEEE Computer Society Press, Seattle, USA, July, 2009.

Summary: This paper overviews the general characteristics of both
SOS and CBS, pointing out the similarities and differences between
them. We show how an existing component framework could be ef-
fectively used to model and analyze SOS constituent services. We as-
sume the existing model Remes as being the underlying model of model-
ing functional and extra-functional behavior of services, as well as their
interface assumptions and guarantees. For this to become applicable,
we first identify the specific constructs that we need to equip Remes

with, such that our goal is achieved. The benefit of Remes language
is mainly the fact that it is abstract enough and ready to use even
when no detailed system description exists. The modeling part in-
cludes also resource annotations on corresponding edges and modes. By
transforming Remes to PTA, one can conduct rigorous, formal analysis
on Remes models against functional as well as extra-functional (timing,
resource-aware) properties. The model also benefits from a recently im-
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plemented tool-chain for simulation and automatic transformation into
PTA. The paper’s small case-study is used to illustrate the modeling
process within Remes.

Contribution: This paper was written with equal contribution from
both authors. My responsibility was related to the description of SOS,
identifying their characteristics, and the necessary concepts that would
be needed for SOS modeling in behavioral language called Remes . With
Aneta Vulgarakis I have shared responsibility for modeling an illustra-
tive example of an ATM machine in Remes.

Paper B. “Modeling and Reasoning about Service Behaviors and their
Compositions”. Aida Čaušević, Cristina Seceleanu, Paul Pettersson. In
Proceedings of 4th International Symposium On Leveraging Applica-
tions of Formal Methods, Verification and Validation (ISOLA2010); For-
mal Methods in Model-Driven Development for Service-Oriented and
Cloud Computing track, pages 82-96, Lecture Notes in Computer Sci-
ence, Springer, Heraklion, Greece, October, 2010.

Summary: In this paper, we introduce necessary extensions to the
already existing behavioral language, called Remes, to make it fit to
the service-oriented paradigm. In Remes, the smallest unit used to rep-
resent a single service, is a mode. We add to a Remes mode service
specific attributes deemed useful for service discovery, and we also de-
fine and describe the semantics of Remes service compositions. The
notion of mode is extended with attributes such as: service type, service
capacity, time-to-serve, service status, service pre-, and postcondition.
When all these attributes are published, a service becomes visible and
ready to be used or composed with other services to achieve the given
user requirement. To provide means for service composition, the pa-
per proposes a hierarchical textual service composition language. The
language facilitates modeling of sequential, parallel or synchronized ser-
vices. It takes into account the services to be composed, type of binding
between them, and a requirement given by the service user. For a small
case-study described in this paper, we show the service composition cor-
rectness checking by manually calculating the strongest postcondition of
a program model expressed in terms of guarded commands language.

Contribution: This paper was written as equal contribution of all
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three authors. I have particulary worked on the development of the
hierarchical language for service composition, and specified, modeled,
and analyzed the correctness of service compositions for an autonomous
shuttle system presented as the example in the paper.

Paper C. “Checking Correctness of Services Modeled as Priced Timed
Automata”. Aida Čaušević, Cristina Seceleanu, Paul Pettersson. In
Proceedings 5th International Symposium On Leveraging Applications
of Formal Methods, Verification and Validation (ISOLA2012); Quan-
titative Modeling and Analysis track, pages 308-322, Lecture Notes in
Computer Science, Springer, Heraklion, Greece, October, 2012.

Summary: In this paper, we describe an algorithm for checking the
correctness of services formally defined as PTA, by employing forward
analysis technique that assumes computation of the strongest postcondi-
tion of automata, with respect to a given precondition. Our algorithm is
inspired by already existing approaches for computing the minimum and
maximum reachability costs, respectively [16]. Proving the correctness
of a service reduces to showing that the calculated strongest postcondi-
tion and minimum (or maximum) cost of resource consumption implies a
requirement defined by a user. Hence, our algorithm provide automation
to calculating the strongest postcondition of a service, such that only the
boolean implication remains to be discharged. The approach is demon-
strated on a small accompanying example. Also, we illustrate resource
consumption calculation using priced zones for a service modeled in the
example.

Contribution: I was the main driver and principal author of this
paper. I have contributed with developing algorithms for checking the
correctness of services. All the coauthors have contributed with valuable
discussions and reviews.

Paper D. “An Analyzable Model of Automated Service Negotiation”.
Aida Čaušević, Cristina Seceleanu, Paul Pettersson. In Proceedings of
7th International Symposium on Service Oriented System Engineering
(IEEESOSE13); Service Runtime and Management track, pages 125-136,
IEEE Computer Society Press, San Francisco, USA, March, 2013.

Summary: In this paper, we have introduced an approach for model-
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tions of Formal Methods, Verification and Validation (ISOLA2010); For-
mal Methods in Model-Driven Development for Service-Oriented and
Cloud Computing track, pages 82-96, Lecture Notes in Computer Sci-
ence, Springer, Heraklion, Greece, October, 2010.

Summary: In this paper, we introduce necessary extensions to the
already existing behavioral language, called Remes, to make it fit to
the service-oriented paradigm. In Remes, the smallest unit used to rep-
resent a single service, is a mode. We add to a Remes mode service
specific attributes deemed useful for service discovery, and we also de-
fine and describe the semantics of Remes service compositions. The
notion of mode is extended with attributes such as: service type, service
capacity, time-to-serve, service status, service pre-, and postcondition.
When all these attributes are published, a service becomes visible and
ready to be used or composed with other services to achieve the given
user requirement. To provide means for service composition, the pa-
per proposes a hierarchical textual service composition language. The
language facilitates modeling of sequential, parallel or synchronized ser-
vices. It takes into account the services to be composed, type of binding
between them, and a requirement given by the service user. For a small
case-study described in this paper, we show the service composition cor-
rectness checking by manually calculating the strongest postcondition of
a program model expressed in terms of guarded commands language.

Contribution: This paper was written as equal contribution of all
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three authors. I have particulary worked on the development of the
hierarchical language for service composition, and specified, modeled,
and analyzed the correctness of service compositions for an autonomous
shuttle system presented as the example in the paper.

Paper C. “Checking Correctness of Services Modeled as Priced Timed
Automata”. Aida Čaušević, Cristina Seceleanu, Paul Pettersson. In
Proceedings 5th International Symposium On Leveraging Applications
of Formal Methods, Verification and Validation (ISOLA2012); Quan-
titative Modeling and Analysis track, pages 308-322, Lecture Notes in
Computer Science, Springer, Heraklion, Greece, October, 2012.

Summary: In this paper, we describe an algorithm for checking the
correctness of services formally defined as PTA, by employing forward
analysis technique that assumes computation of the strongest postcondi-
tion of automata, with respect to a given precondition. Our algorithm is
inspired by already existing approaches for computing the minimum and
maximum reachability costs, respectively [16]. Proving the correctness
of a service reduces to showing that the calculated strongest postcondi-
tion and minimum (or maximum) cost of resource consumption implies a
requirement defined by a user. Hence, our algorithm provide automation
to calculating the strongest postcondition of a service, such that only the
boolean implication remains to be discharged. The approach is demon-
strated on a small accompanying example. Also, we illustrate resource
consumption calculation using priced zones for a service modeled in the
example.

Contribution: I was the main driver and principal author of this
paper. I have contributed with developing algorithms for checking the
correctness of services. All the coauthors have contributed with valuable
discussions and reviews.

Paper D. “An Analyzable Model of Automated Service Negotiation”.
Aida Čaušević, Cristina Seceleanu, Paul Pettersson. In Proceedings of
7th International Symposium on Service Oriented System Engineering
(IEEESOSE13); Service Runtime and Management track, pages 125-136,
IEEE Computer Society Press, San Francisco, USA, March, 2013.

Summary: In this paper, we have introduced an approach for model-
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ing and analysis of service negotiation between two or more parties based
on an iterative form of the Contract Net Protocol for web services. Our
model is an analyzable high-level description of the negotiation between
service clients and providers, which characterizes SOS. The model has
an implicit notion of time, and supports annotations in terms of price,
quality, or other parameters, all modeled by the Remes textual service
composition language, called Hdcl. The crux of the model is that it has
a formal timed automata semantics, which lets one verify various model
properties, for all possible executions, which is not achievable in princi-
ple by any simulation or testing technique. The model is illustrated in
the car insurance example, for which we have shown how to analyze the
negotiation model against safety properties, but also against specified
timing and utility constraints.

Contribution: I was the main driver and principal author of this
paper. I have contributed with specifying the negotiation model and
later on applying and analyzing it within the given example. All the
coauthors have contributed with valuable discussions and reviews.

Paper E. “Distributed Energy Management Case Study: A Formal Ap-
proach to Analyzing Utility Functions”. Aida Čaušević, Cristina Sece-
leanu, Paul Pettersson. MRTC technical report, ISSN 1404-3041, ISRN
MDH-MRTC-279/2013-1-SE, Mälardalen Real-Time Research Centre,
Mälardalen University, October, 2013.

Summary: In this paper, we present a case-study where our recently
introduced approach for automated service negotiation in Remes has
been applied to model and analyze distributed energy management. We
have modeled one energy consumer, two energy providers and one medi-
ator that represents the interests of all negotiation participants. In the
study we have observed a single day at the energy market in which the
energy supply is based on a negotiation carried out between consumers
and providers in possibly more than one round, assuming a certain strat-
egy. We have focused on three scenarios: (i) a client cannot exceed a
fixed maximum price bound; (ii) a client does not have an imposed max-
imum price value; (iii) a client adapts the maximum price trying to get
as close as possible to the offered price, but without paying more than
the initial price’s double. The provided study has been analyzed by se-
mantically translating the Remes-based models into a network of TA to
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enable model-checking in the Uppaal tool. As the result of the analysis,
we have calculated the value of the optimal utility function described as
a as a weighted sum of negotiation preferences, i.e., price and the energy
reliability, given as a number. By model-checking, we have obtained
the trace that leads to such state. The negotiation model is time con-
strained, which lets one get an insights in the duration of a negotiation,
under specific strategies, which can form a base for strategy comparison.
Based on the verification results, the participants have spent the most
time to converge towards the final agreed price in scenario 3, possibly
due to the fact that the client needed to recalculate new prices compared
to the previous offers, and further, the mediator had to ask for the new
offers, always from all providers. Also, verification shows that in scenario
1, there exists a case in which no agreement has been reached, since the
initial requested and offered prices were too far from each other, and
since the customer had an upper bound on the price. We were also able
to see who owns the market in which scenario based on the collected
analysis results. In scenario 1, despite the introduced maximum price
bound, the providers were able to force the final prices in their favor.
Similar situation was in scenario 2, but this time with more freedom with
respect to the maximum acceptable price on consumer’s side. In scenario
3, the price gain was in favor of consumer. Based on these finding, we
were able to conclude that overall, the total amount of money spent in
the energy negotiation process is very close to the participants’ budgets,
with an average increase of less than 10% of the initially requested price.

Contribution: I was the main driver and principal author of this
paper. I have contributed with specification, modeling, and formal anal-
ysis of the case-study. All the coauthors have contributed with valuable
discussions and reviews.

Paper F. “A Design Tool for Service-oriented Systems”. Eduard Paul
Enoiu, Raluca Marinescu, Aida Čaušević, Cristina Seceleanu, In Pro-
ceedings of 9th International Workshop on Formal Engineering appro-
aches to Software Components and Architectures (FESCA12), volume
295, pages 95-100, Electronic Notes in Theoretical Computer Science,
Elsevier, Tallinn, Estonia, May, 2013.

Summary: In this paper, we present a modeling and analysis tool
for service-oriented systems. The tool enables the graphical modeling
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of service-based systems, within the resource-aware timed behavioral
language Remes, as well as the textual system description. We have
developed a graphical environment where services can be composed as
possibly desired by the user, together with a textual service composition
interface in which compositions can also be checked for correctness. We
also provide automated traceability between the two design interfaces,
which results in a tool that enhances the potential of system design by
intuitive service manipulation. The paper presents the design principles,
infrastructure, and the user interface of our tool.

Contribution: This paper is a result from the master thesis work
conducted by Eduard Paul Enoiu and Raluca Marinescu, which were
the main contributors to this paper. I have been the thesis supervisor,
while Cristina Seceleanu has been the examiner. Together with Cristina
Seceleanu I have been a driver for the thesis work. All the coauthors
have contributed with writing, discussions and reviews.

1.2 Publications related to the thesis

Licentiate Thesis

• Formal Approaches to Service-Oriented Design: From Behavioral
Modeling to Service Analysis. Aida Čaušević. Licentiate Thesis,
ISBN 978-91-7485-012-3, Mälardalen University Press, June, 2011.

Journals

• Applying Remes Behavioral Modeling to PLC Systems. Aneta Vul-
garakis and Aida Čaušević. Mechatronic Systems, volume 1, num-
ber 1, pages 40-49, Faculty Of Electrical Engineering, University
Sarajevo, December, 2009.

Conferences and workshops

• Analyzing Resource-Usage Impact on Component-Based Systems
Performance and Reliability. Aida Čaušević, Paul Pettersson, and
Cristina Seceleanu. Proceedings of International Conference on In-
novation in Software Engineering (ISE2008), pages 302-308, IEEE
Computer Society, Vienna, Austria, December, 2008.

1.2 Publications related to the thesis 17

• Applying Remes Behavioral Modeling to PLC Systems. Aneta Vul-
garakis and Aida Čaušević. 22nd International Symposium on In-
formation, Communication and Automation Technologies (ICAT
2009), IEEE Xplore, Sarajevo, Bosnia and Herzegovina, October,
2009.

• Behavioral Modeling and Refinement of Services. Aida Čaušević,
Cristina Secelanu, and Paul Pettersson. Proceedings of 21st Nordic
Workshop on Programming Theory (NWPT2009), pages 98-102,
Lyngby, Denmark, October, 2009.

MRTC reports

• Formal Reasoning of Resource-Aware Services. Aida Čaušević,
Cristina Secelanu, and Paul Pettersson. MRTC report, ISSN 1404-
3041, ISRN MDH-MRTC-245/2010-1-SE, Mälardalen Real-Time
Research Centre, Mälardalen University, June, 2010

• Algorithmic Computation of Strongest Postconditions of Services
as Priced Timed Automata. Aida Čaušević, Cristina Secelanu, and
Paul Pettersson. MRTC report, ISSN 1404-3041, ISRN MDH-
MRTC-263/2012-1-SE, Mälardalen Real-Time Research Centre, Mä-
lardalen University, April, 2012.
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Chapter 2

Preliminaries

2.1 Service-Oriented Systems

The service-oriented paradigm has been around for almost two decades
now. The first recorded successful implementation of service-oriented
principles was within Wells Fargo Bank, that in 1995 became the world’s
first internet bank [17] and that proved the competitive advantages of
service-oriented architectures. The paradigm has become very popu-
lar since it has offered features such as interoperability, platform inde-
pendence, access and communication via well-defined interfaces, and in
many cases tool support to ease the process of integration for legacy sys-
tems [2, 3]. Since then we have witnessed the significant growth in soft-
ware and system functionality packed in form of services and accessible
throughout the network infrastructure, be it open or proprietary network
environment. During these years the use of SOS has been spread within
telecommunication, health, government domain, car industry and many
more [18–22]. All of these domains have easily adopted a newly intro-
duced concept and coped successfully with limitation such as security,
verification and validation of the newly composed system, application
ownership, issues related to the existing internet protocols, etc., that
SOS brought in.

So far, we have seen a gradual evolution from the first generation
of SOS, based on monolithic services capable to be reconfigured only at
compile time. They have been followed by second generation of services
that have brought even more flexibility being able to provide adaptation

19
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and reconfiguration at installation. The third generation has introduced
in an autonomic and ad-hoc reconfiguration possibilities [23].

In SOS, services are utilized to offer rapid and low-cost development
of distributed applications in heterogeneous environments. Services are
assumed to be self-contained (i.e., being able to maintain its own state
independently of the application that uses it), platform independent (i.e.,
being capable to be invoked by any client no matter what network, hard-
ware, and software platform the client uses, but also to have well-defined
interfaces that are distinct from service implementation), and dynami-
cally discoverable, invocable, and composable [24].

In the literature there is many informal definitions for the term “soft-
ware service”. In the OASIS Service-oriented Architecture Reference
model [25] it is defined as:

A mechanism to enable access to one or more capabilities,
where the access is provided using a prescribed interface and
is exercised consistent with constraints and policies as spec-
ified by the service description. A service is provided by an
entity - the service provider - for use by others, but the even-
tual consumers of the service may not be known to the service
provider and may demonstrate uses of the service beyond the
scope originally conceived by the provider.

One may say that SOS offer cost-efficient software development by
reusing functionality from available services. Also, a service becomes a
single point of maintenance for a common functionality. Using discov-
ery mechanisms that are dedicated service discovery protocols used to
enable automatic detection of the available services based on their pub-
lished interface information, developers can find and take advantage of
existing services, significantly reducing time to develop new systems. If
the quality of the already existing and reused services is already guar-
anteed, the verification process for a newly established services might
require a lower effort and less time. Services can be seen as adaptable
units, thanks to the clear separation between the service interface and
service behavior, making it possible to employ incremental deployment
of services.

Although SOS promise huge gains as it is based on principles of
coarse-grained, loosely coupled, interoperable, and reusable services, there
is also a number of challenges related to design and analysis of such soft-
ware units. It still remains a challenging task to predict QoS, since the
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system’s QoS is not a function of the QoS of the services only. It also
involves interdependencies between services, resource constraints of the
environment, and network capabilities. Additionally, checking the cor-
rectness of service compositions lacks appropriate methods and tools es-
pecially for extra-functional properties like resource-wise behavior. With
a growing number of services, offered by different service providers/ven-
dors, the need to formally define and analyze the service negotiation
process has increased. The services available in a service repository
might have the same functionality but differ in extra-functional quali-
ties response time, time-to-serve, or price. Assuming that the service
is negotiated upon the client’s request, establishing guarantees on the
provided QoS, under changing conditions of service composition, and
possible negotiation constraints, becomes a difficult task.

Nowdays a number of service-oriented approaches exist [4–6, 26–28].
All of them have the basic service-oriented concepts incorporated like
discovery mechanisms, support for orchestration and choreography, some
predictability for service performance, reliability, etc., but only few can
deliver the whole process from creating single service to system develop-
ment, including some means for analysis. It is obvious that this paradigm
of SOS still remains to be fully explored, developed, and utilized.

2.2 Remes: A Resource Model for Embed-

ded Systems

REsource Model for Embedded Systems (Remes), introduced in [8],
describes the resource-aware behavior of interacting embedded compo-
nents. The language was initially designed to fit a component-based de-
sign perspective [9]. It is a dense-time state-based hierarchical modeling
language, suitable to address functional and extra-functional behavior
of components or services.

In Remes, the internal component behavior is described by a mode
that can be either atomic (does not contain submode(s)), or composite
(contains submode(s)) (see Figure 2.1). Additionally, there is also a spe-
cial type of mode called non-lazy whose semantics will be described in
the following. The language supports hierarchy of the arbitrary depth,
however in this chapter we show the implementation of a two-level hier-
archy only.

The data transfer between modes is done through the data interface



20 Chapter 2. Preliminaries

and reconfiguration at installation. The third generation has introduced
in an autonomic and ad-hoc reconfiguration possibilities [23].

In SOS, services are utilized to offer rapid and low-cost development
of distributed applications in heterogeneous environments. Services are
assumed to be self-contained (i.e., being able to maintain its own state
independently of the application that uses it), platform independent (i.e.,
being capable to be invoked by any client no matter what network, hard-
ware, and software platform the client uses, but also to have well-defined
interfaces that are distinct from service implementation), and dynami-
cally discoverable, invocable, and composable [24].

In the literature there is many informal definitions for the term “soft-
ware service”. In the OASIS Service-oriented Architecture Reference
model [25] it is defined as:

A mechanism to enable access to one or more capabilities,
where the access is provided using a prescribed interface and
is exercised consistent with constraints and policies as spec-
ified by the service description. A service is provided by an
entity - the service provider - for use by others, but the even-
tual consumers of the service may not be known to the service
provider and may demonstrate uses of the service beyond the
scope originally conceived by the provider.

One may say that SOS offer cost-efficient software development by
reusing functionality from available services. Also, a service becomes a
single point of maintenance for a common functionality. Using discov-
ery mechanisms that are dedicated service discovery protocols used to
enable automatic detection of the available services based on their pub-
lished interface information, developers can find and take advantage of
existing services, significantly reducing time to develop new systems. If
the quality of the already existing and reused services is already guar-
anteed, the verification process for a newly established services might
require a lower effort and less time. Services can be seen as adaptable
units, thanks to the clear separation between the service interface and
service behavior, making it possible to employ incremental deployment
of services.

Although SOS promise huge gains as it is based on principles of
coarse-grained, loosely coupled, interoperable, and reusable services, there
is also a number of challenges related to design and analysis of such soft-
ware units. It still remains a challenging task to predict QoS, since the

2.2 Remes: A Resource Model for Embedded Systems 21

system’s QoS is not a function of the QoS of the services only. It also
involves interdependencies between services, resource constraints of the
environment, and network capabilities. Additionally, checking the cor-
rectness of service compositions lacks appropriate methods and tools es-
pecially for extra-functional properties like resource-wise behavior. With
a growing number of services, offered by different service providers/ven-
dors, the need to formally define and analyze the service negotiation
process has increased. The services available in a service repository
might have the same functionality but differ in extra-functional quali-
ties response time, time-to-serve, or price. Assuming that the service
is negotiated upon the client’s request, establishing guarantees on the
provided QoS, under changing conditions of service composition, and
possible negotiation constraints, becomes a difficult task.

Nowdays a number of service-oriented approaches exist [4–6, 26–28].
All of them have the basic service-oriented concepts incorporated like
discovery mechanisms, support for orchestration and choreography, some
predictability for service performance, reliability, etc., but only few can
deliver the whole process from creating single service to system develop-
ment, including some means for analysis. It is obvious that this paradigm
of SOS still remains to be fully explored, developed, and utilized.

2.2 Remes: A Resource Model for Embed-

ded Systems

REsource Model for Embedded Systems (Remes), introduced in [8],
describes the resource-aware behavior of interacting embedded compo-
nents. The language was initially designed to fit a component-based de-
sign perspective [9]. It is a dense-time state-based hierarchical modeling
language, suitable to address functional and extra-functional behavior
of components or services.

In Remes, the internal component behavior is described by a mode
that can be either atomic (does not contain submode(s)), or composite
(contains submode(s)) (see Figure 2.1). Additionally, there is also a spe-
cial type of mode called non-lazy whose semantics will be described in
the following. The language supports hierarchy of the arbitrary depth,
however in this chapter we show the implementation of a two-level hier-
archy only.

The data transfer between modes is done through the data interface



22 Chapter 2. Preliminaries

� ����

������

Figure 2.1: A Remes mode

(i.e., typed global variables), while the (discrete) control is passed via the
control interface (i.e., entry and exit points). A Remes mode has a “run-
to-completion” semantics, meaning that no interruptions are supported,
and internal loops are not allowed. However, a special type of variable
called history variable is used to control possible interleavings between
computation of two composite modes. On the other hand, iteration is
enabled by introducing two kinds of exit points: Write and Exit. The first
kind of exit point is used for modeling both internal mode computations
that are resumed until the Exit is reached, which signals the termination,
but also continuously active behaviors, which might never terminate. A
mode describing active behavior can also be exited through the Exit point.
Remes assumes local or global variables that can be of types boolean,
natural, integer, array, string, list, clock (continuous variables evolving at
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rate 1), and of type resource, which are nonnegative real-valued variables
that model continuous resource behavior. Resource variables are of type
energy (eng), processor load (CPU), bandwidth (bdw), memory (mem),
or communication ports. The submode Atomic mode 1 in Figure 2.1
is annotated with its resource-wise continuous behavior, assuming that
the corresponding component consumes resources (r1 : eng, r2 : CPU).
Such consumption is expressed by the first time derivative of the typed
resource variables, respectively r1’, r2’, which give the rates at which the
composite mode consumes resources in time, depending on the executing
submode.

The control flow in a composite mode is given by a set of directed
edges. Edges connect the control points of the submodes, or the compos-
ite mode and its submodes. In Figure 2.1, the composite mode takes the
edge from control point Init to enter Atomic mode 1, after initialization,
and in similar manner, edge from Atomic mode 1 to exit the mode.

The Remes language supports two types of actions, delay (or timed)
actions and discrete actions. The first describe the continuous behavior
of the mode, and its execution does not change the mode, while the lat-
ter are instantaneous actions, whose execution results in a mode change.
A mode can be marked as an urgent mode, decorated with letter U, if it
is exited instantaneously when possible (Atomic mode 2 in Figure 2.1).

A composite mode executes by performing a sequence of discrete
steps, via actions that, once executed, pass the control from the current
submode to a different submode. An action, A = (g, S) (e.g., (y == b, d

:= u) in the figure), is a statement S (in our case d := u), preceded by
a boolean condition, the guard (y == b), which must hold in order for
the action to be executed and the corresponding outgoing edge taken.
A Remes composite mode may contain conditional connectors (deco-
rated with letter C) that allow a possibly nondeterministic selection of
one discrete outgoing action to execute, out of many possible ones. In
Figure 2.1, via C, one of the empty statement actions, (x ≤ a ∧ d == v)
or (d ≥ v) can be chosen for execution. Modes may also be annotated
with invariants (e.g., y ≤ b in Atomic mode 1), which bound from above
the current mode’s delay/execution time. Before the invariant stops to
hold, the current mode is exited.

To enable formal analysis, Remes models can be semantically trans-
formed into timed automata (TA) [29], or PTA [30], depending on the
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analysis goals. The Remes language benefits from a set of tools1 for
modeling, simulation and transformation into TA and PTA, which could
assist the designer during system development. For a more thorough
description of the Remes model, we refer the reader to [8].

Analysis Model for the Remes language

Let us assume that each Remes service has access to a set of resources
R1, . . . , Rn. In order to analyze various scenarios of the service and
service compositions resource consumption, in this thesis we encode the
service resource as a weighted sum as shown in Eq. 2.1, and presented
in [31].

rtotal = w1 × r1 + w2 × r2 + . . . + wn × rn, (2.1)

in which variable rtotal stands for the total consumption of resources
R1, . . . , Rn, and variables r1, . . . , rn denote the accumulated consump-
tion of R1, . . . , Rn, respectively. The constants, w1, . . . , wn (weights),
denote the relative importance of r1, . . . , rn. The choice of values for the
weights is subjective matter and depends both on the application and
the analysis goals.

In order to be able to formally analyze Remes services and service
compositions, we need a semantic translation of the model. Assuming
the rules of transforming Remes models into TA or PTA networks, in-
troduced in previous work on Remes [10, 32–34], then r1, . . . , rn can
be modeled as cost variables c1, . . . , cn and analyzed within the PTA
framework with Uppaal or its variant Cora [35–37].

2.3 Formal Modeling and Analysis of Soft-

ware Systems

Formal methods are a particular kind of mathematically rigorous tech-
niques, described as well-formed statements in a mathematically precise
way, in many cases supported by tools, which enable specification, de-
velopment, and verification of software and hardware systems. Formal
verification is a technique that provides means to prove or disprove a
system model’s correctness with respect to a formally specified property.

1The Remes tool-chain is available at http://www.fer.hr/dices/remes-ide.
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This means that, by formally verifying a system model, one checks that
the latter indeed behaves according to a specified property. As a result
of formal analysis conducted using formal verification, one can get either
qualitative answers (yes/no) that are a result of verification of properties
that can be either satisfied, or not; or quantitative analysis results (num-
bers) that, in our case, represent the minimum (or maximum) value of
the accumulated resource usage for reaching a given goal, but in a more
general context, could mean reliability estimates, performance estimates,
or similar.

Today the two most popular formal analysis methods are model-
checking and theorem-proving. In theorem proving a system that is
about to be verified is modeled as a set of mathematical definitions in
some formal logic. The desired properties of such system are derived as
theorems that follow from these definitions. The process of properties
derivation can be long and tedious, therefore techniques have been de-
veloped to automate much of this process by using computers to handle
steps in the proof. On the other hand, model-checking is a verification
technique that enables exploration of all possible system states, for a
given model. The result of such a exploration for a defined property is
returned in a form of “satisfied/not satisfied” answer. It can also often
provide a run of the model showing how a given property is satisfied
or violated, which brings more insight into the model and provides a
chance to improve it if found necessary. A model that describes all the
possible system behaviors is represented in terms of an automata model
while properties to be verified are expressed in a temporal logic. The
essence of model-checking is its ability to automatically verify finite-state
system properties for all possible system behaviors. The properties to
be examined have to be precisely and unambiguously defined. Since
the technique is completely automatic and capable of detecting counter
examples, model-checking is also suited for uncovering and correcting
errors, if a given model fails to satisfy the specified property. In case
that counter example is detected, one might modify the system model
and run the model-checking again. Furthermore, in cases when the sys-
tem’s desired behavior is satisfied, one can refine the model and reapply
model-checking. Figure 2.2 depicts a generic example of model-checking
and includes all steps that the technique follows.

The properties to be examined can be specified using of Computation
Tree Logic(CTL) [38]. CTL is a specification language for finite-state
systems (Kripke structures) that enable reasoning about sequences of
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some formal logic. The desired properties of such system are derived as
theorems that follow from these definitions. The process of properties
derivation can be long and tedious, therefore techniques have been de-
veloped to automate much of this process by using computers to handle
steps in the proof. On the other hand, model-checking is a verification
technique that enables exploration of all possible system states, for a
given model. The result of such a exploration for a defined property is
returned in a form of “satisfied/not satisfied” answer. It can also often
provide a run of the model showing how a given property is satisfied
or violated, which brings more insight into the model and provides a
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events. The model-checking problem reduces to checking that for a given
model M, initial state s ∈ S, where S is the set of all model states, and
CTL-formula φ, M, s |= φ is satisfied.

Real system Requirements

modeling formalizing

Model of system

(possible behaviors)

Requirementsspec.

(desired behaviors)
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Counter-
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Yes

done

modify check

next
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Figure 2.2: Verification methodology of model checking [1]

Services in SOS are assumed to be invoked, composed, and decom-
posed on a user demand, in many cases in an automatic and ad-hoc
manner. Due to such constraints, a designer of such systems is in need
to have available methods and tools that support modeling and veri-
fication of the system behavior, as soon as it is constructed. In this
thesis, we have chosen the framework of TA and PTA as our modeling
framework, and the Uppaal-based tools 2 as the model-checkers for ver-
ifying the system’s property specified in Timed Computation Tree Logic
(TCTL) [39], an extension of CTL [38] with clocks.

In the following, we briefly describe the models of TA [29] and PTA [16,
40], an extension of TA with prices on both location and edges.

2For more information about the Uppaal tool, visit the web page www.uppaal.org.
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2.3.1 Timed Automata

The model of timed automata was introduced by Alur and Dill in 1990s [29],
as a model for real-time systems. A timed automaton (TAn) is a finite-
state machine enriched with a set of clocks. All clocks in a system are
synchronized and assumed to be real-valued variables, measuring the
time elapsed since their last reset. The Uppaal tool set extend the
standard framework of TA, by introducing data variables. In this thesis
we use TA defined in terms of Uppaal framework [35, 41].

Formally, let us assume a finite set of real valued variables C rang-
ing over x, y, etc., standing for clocks and V a finite set of all data
(i.e., array, boolean, or integer). A clock constraint is a conjunctive
formula of atomic constraints of the form x ∼ n or x − y ∼ n for
x, y ∈ C, ∼∈ {<, ≤, =, ≥, >} and n ∈ N . The elements of B(C) are
called clock constraints over C. Similarly, we use B(V ) to stand for the
set of non-clock constraints that are conjunctive formulas of i ∼ j or
i ∼ k, where i, j ∈ V , k ∈ Z and ∼ ∈ {<, ≤, =, �=, ≥, >}. We use
B(C, V ) to denote the set of formulas that are conjunctions of clock
constraints and non-clock constraints.

Definition 1 (Formal Definition of a Timed Automaton). A
Timed Automaton A is a tuple (L, l0, C, V, I, Act, E) where:

• L is a finite set of locations,

• l0 is the initial location in L,

• C is a finite set of clocks,

• V is a finite set of data variables,

• I : L → B(C) assigns invariants to locations,

• Act = Σ ∪ {τ} is a finite set of actions, where Σ is a finite set
of synchronizing actions, and τ �∈ Σ denotes internal or empty
actions without synchronization,

• E ⊆ L×B(C, V )×Σ×R×L is a finite set of edges, where B(C, V )
denote the set of guards and R denotes the (clock) reset set i.e.,
assignments to manipulate clock- and data variables.

In the case of (l, g, a, r, l′) ∈ E, we write l
g,a,r
→ l′, where l is the source

location, l′ is the target location, g is a guard, a boolean condition that
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location, l′ is the target location, g is a guard, a boolean condition that



28 Chapter 2. Preliminaries

must hold in order for the edge to be taken, a is an action, and r is a
simple clock reset.

The semantics of a TAn is defined in terms of a labeled transition
system. A state of a TAn depends on its current location and on the
current values of its clocks. So, a state of a TAn is a pair (l, u), where l is
a location, and u : C → R+ is a clock valuation. The initial state (l0, u0)
is the starting state where all clocks are zero. There are two kinds of
transitions: delay transitions and discrete transitions.

Delay transitions are the result of time passage and do not cause a
change of location. More formally, we have

(l, u) d
→ (l, u ⊕ d)

if u ⊕ d′ |= I(l) for 0 ≤ d′ ≤ d. The assignment u ⊕ d is the result
obtained by incrementing all clocks of the automata with the delay d.

Discrete transitions are the result of following an enabled edge in a
TAn. Consequently, the destination location is changed from the source
location to the new target location, and clocks may be reset. More for-
mally, a discrete transition

(l, u) a
→ (l′, u′)

corresponds to taking an edge l
g,a,r
→ l′ for which the guard g is satisfied

by u. The clock valuation u′ of the target state is obtained by modifying
u according to updates r such that u′ |= I(l′).

Definition 2 (Run of a Timed Automaton). A run of a timed au-
tomaton A = (N, l0, E, I) with initial state (l0, u0) over a timed trace
ξ = (t1, a1)(t2, a2)(t3, a3) . . . (tn, an) is a sequence of transitions:

ξ = (l0, u0) d1−→
a1−→ (l1, u1) d2−→

a2−→ . . .
dn−→

an−−→ (ln, un)

satisfying the condition ti = ti−1 + di for all i ≥ 1.

To model a concurrent real-time system, several TA can be composed
by CCS parallel composition operator A1‖...‖An of a set of an individ-
ual automata A1, . . . An. CCS parallel composition operator allows an
individual automaton to carry out internal actions (i.e., interleaving) as
well as pairs of automata to perform hand-shake synchronization.
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Definition 3 (Network of Timed Automata). Let N = {1, . . . , n}
and let Ai = (Li, l0i

, Ci, Vi, Acti, Ei) be a timed automaton for i ∈ N . A
network of timed automata A1‖...‖An is defined as the parallel composi-
tion of n TA.

The hand-shake synchronization is carried out through input and
output actions using synchronization channels. Let us assume that S is
a set of channel names and that the set of synchronization actions of the
TA network is defined as Σ = {a? | a ∈ S} ∪ {a! | a ∈ S}. A discrete
transition with a synchronization action a! ∈ Σ (send synchronization) is
only enabled if another automaton in the network is able to perform si-
multaneously a complementary action a? ∈ Σ (receive synchronization).
The channels are divided into: binary channels used to synchronize one
send with one single receive synchronization, while broadcast channels
are used to synchronize one sender with an arbitrary number of receiv-
ing automata. A state of a network of TA is defined by the locations
of all automata in the network and the values of clocks and discrete
variables.

To model atomic sequences of actions, Uppaal supports a notion
of urgent and committed locations. If a location is marked as an urgent
location it must take the next transition as soon as it is enabled, i.e.,
no time passing is allowed, but this does not prevent other actions from
happening. On the other hand, when a committed location is active, a
transition from a committed location must be taken immediately, and
no other transition in other automaton can be taken in between.

The Uppaal model-checker provides an engine for verification of tem-
poral properties, such as safety and liveness properties, specified in a sub-
set of Timed Computation Tree Logic (TCTL) [39]. To visualize counter
examples produced by the model-checker, one can use the simulator.

An Illustrative Example of a Timed Automata

An example of a simple network of TA modeled in Uppaal is depicted
in Figure 2.3. Consider the timed automaton of Figure 2.3 b). It consists
of 2 locations l0 and l1, where one of the locations is marked as initial (l0).
The edge from location l0 to location l1 will only be taken if the guard x

≥ 1 holds. Additionally, clocks in the automata may be reset on edges.
For example, when following the edge from l1 to l0 both clocks x and y

are reset to 0. Real-valued clocks x and y, initially set to zero, evolve
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of 2 locations l0 and l1, where one of the locations is marked as initial (l0).
The edge from location l0 to location l1 will only be taken if the guard x

≥ 1 holds. Additionally, clocks in the automata may be reset on edges.
For example, when following the edge from l1 to l0 both clocks x and y

are reset to 0. Real-valued clocks x and y, initially set to zero, evolve
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continuously at the rate 1. A control node l1 is labeled with an invariant
(x ≤ 5 ∧ y ≤ 3) that defines the maximum time allowed to be spent
in that node. The TA in Figure 2.3 a) may stay in location l0 as long
as the invariant x ≤ 4 is satisfied. The automata shown in Figure 2.3
synchronize via synchronization actions, i.e., by sending and receiving
events through a channel a. Sending and receiving via a channel a is
denoted by a! and a?, respectively.

2.3.2 Priced Timed Automata

Priced (or weighted) timed automata are timed automata decorated with
prices (or costs) on both locations and edges. The cost that annotates
an active location represents the cost of a delay transition and it is the
product of the duration of the delay and the cost rate of the active
location. On the other hand, the cost that annotates an edge represents
the cost of the discrete transition and it is given by the cost of the edge.

Definition 4 (Formal Definition of a Priced Timed Automaton).
A linearly Priced Timed Automaton (PTA) over clocks C and actions
Act is a tuple (L, l0, C, V, I, Act, E, P ), where (L, l0, C, V, I, Act, E) is a
TA and P : (L ∪ E) → N is a cost function that assigns price-rates (or
cost-rates) to locations and prices (or costs) to edges.

Each run in PTA has a global cost, which is the accumulated price
along the run of every delay and discrete transition.
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The semantics of PTA is defined in terms of priced transition systems
over states of the form (l, u), where l is a location, u ∈ RRC are clock
valuations, and the initial state is (l0, u0), where u0 assigns all clocks
in C to zero. In this model, there are two kinds of transitions: delay
transitions and discrete transitions. In delay transitions,

(l, u)
d,p
→ (l, u ⊕ d),

where u ⊕ d is the result obtained by incrementing all clocks of the
automata with delay d, and p = P (l) ∗ d is the cost of performing the
delay. Discrete transitions

(l, u)
a,p
→ (l′, u′)

correspond to taking an edge l
g,a,r
→ l′ for which the guard g is satisfied

by u. The clock valuation u′ of the target state is obtained by modifying
u according to updates r. The cost p = P ((l, g, a, r, l′)) is the price
associated with the edge.

Definition 5 (Run of a Priced Timed Automaton). A timed trace
of a PTA is a sequence of transitions:

ξ = (l0, u0)
a1,p1

−−−→ (l1, u1)
a2,p2

−−−→ . . .
an,pn
−−−−→ (ln, un)

and the cost of performing ξ =
n
∑

i=1

pi.

For a given goal state (l, u), the minimum cost of reaching (l, u) is
the infimum of the costs of the finite traces ending in the (l, u), while
the maximum cost of reaching the goal state (l, u) is the supremum of
the costs of the finite traces ending in (l, u).

Properties of PTA can be specified in Weighted Computation Tree
Logic (WCTL) [42], which is an extension of TCTL with resetting and
testing cost variables. Let AP be a set of atomic propositions, a ∈ AP ,
P is a cost function, c ranges over N, and ∼∈ {<, ≤, =, ≥, >}. Then, a
WCTL formula φ is defined by the following grammar:

W CT L � φ ::= true | a | ¬φ | φ1 ∨ φ2 | Eφ UP ∼Cφ | Aφ UP ∼Cφ

(2.2)
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Here, A and E are the universal and existential path quantifiers of
WCTL, respectively, and UP ∼C is the “until” temporal modality. The
first operator is either A (“for All paths”), or E (“there Exists a path”).
We interpret formulas of WCTL over labeled PTA, that is, PTA hav-
ing a labeling function that associates with every location l a subset of
atomic propositions. The satisfaction relation of WCTL is defined over
configurations of the labeled PTA. More details on WCTL can be found
in [42].

An Illustrative Example of a Priced Timed Automata

x<=4 && cost’ == 2

a!

l0

x:=0

x>=4

Figure 2.4: A priced timed automaton

Let us assume that the PTA in Figure 2.4 is a clock that periodically
synchronizes (every 4 time units, which represents the clock period) with
another PTA via channel a. Moreover, we assume that the periodic
synchronization consumes a certain amount of energy, modeled here as
the cost variable cost, which evolves at rate 2. The special variable cost

is increased by the price per time unit for staying in the location l0
(cost′ == 2 indicates that the energy consumption is 2 units per time
unit in location l0).

2.3.3 Formal Analysis of Remes Models

Based on the TA or PTA model as the semantic translation of Remes

models we are able to perform feasibility and optimal or worst-case re-
source consumption analysis. Feasibility analysis checks whether the
accumulated values of the resources consumed during all possible sys-
tem behaviors are within the available resource amounts provided by the
system platform. Optimal or worst-case resource consumption analysis
returns the cost of the “cheapest”, and/or most “expensive” trace of the
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TA network that will eventually reach some designated goal expressed
as TCTL property.

Considering the TA or PTA model of Remes models, one might
express possible analysis goals by the following WCTL properties that
TA or PTA networks can be checked against:

AFt≤tmax
final (2.3)

AG (v ⇒ AFcost≤nfinal) (2.4)

EFcost≤n final (2.5)

AG (v ⇒ EFcost≤nfinal) (2.6)

EF (t ≤ tmax ∧ contract ∧ u ≥ val) (2.7)

Properties (2.3), (2.4), (2.6) are liveness properties, while proper-
ties (2.5) and (2.7) are reachability properties. We say that the first
two properties specify strong feasibility of the model: property (2.3) re-
quires that for all execution paths, the target location final is eventually
reached within time t less or equal to the maximum allowed time tmax;
property (2.4) states that, for all paths, it is always the case that, once
in location v, the cost of eventually reaching location final will be no
more than n, regardless of how location final is reached. Property (2.5)
models weak feasibility, meaning that the target location final may be
reached within a total cost of n. Property (2.6) states that for all paths,
it is always the case that once location v is reached, there exists a way
by which location final will be eventually reached within cost n. The
last property (2.7) states that there exists a path in which a contract
can be signed (contract holds) within the given timing constraints, that
is, t ≤ tmax, and maximized utility function (u ≥ val). It is important
to point out that model-checking WCTL formulae is decidable just for
one-clock PTA [43]. For other PTA, one can only verify reachability
properties of the form given by property 2.5.

In this thesis we assume that the cost function is described as cost =
w1 × c1 + w2 × c2 + . . . + wn × cn, where c1, . . . , cn are constants, then in
our analysis the above presented properties involve a single cost variable
that stands for the accumulated resource consumption of all involved
resources. This means that, semantically, the different resources become
undistinguishable in these cases (the sum only accounts for all resource
values).
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Chapter 3

Research Goals and

Methodology

The research presented in this doctoral thesis is conducted in the area of
service-oriented software development, and it has been driven by prob-
lems coming from the domain of SOS. The list includes issues such as
service composition, service resource limitation, correctness checking for
services and their compositions, service negotiation, and formal analysis
of such systems. We tackle the problems at the design level only, so
services are design-time units. An important challenge is thus to de-
velop appropriate languages, algorithms, and tools to support modeling,
composition, negotiation, and formal analysis of service behaviors.

In this chapter we present the scope of our work by formulating the
main research goal, the set of smaller research goals that reflect the idea
behind the overall thesis goal, which we actually address in the thesis,
as well as the employed research methodology.

3.1 Problem Description

In Chapter 1, we have argued that the development of new applica-
tions out of existing or new services is a challenging task. This claim
is justified by the fact that new applications and systems are built on
demand, often using services provided from possibly different vendors,
which should in many cases be compatible with legacy systems. Ad-
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ditionally, various available services might provide similar functionality,
but differ in resource consumption, price, or reliability. The functional
correctness (meeting requirements), but also QoS of selected services, as
well as service compositions should be predicted as early as possible in
order to prevent possible problems at run-time. Also, it is beneficial to
analyze negotiation with different vendors about the terms and condi-
tions of service provision, enabling the open competition between service
providers that in many cases leads to more favorable agreements for the
service users.

Based on the above arguments, we identify our main research goal
coming from the domain of SOS, as the follows:

Provide methods and tools for specification, modeling, and

formal analysis of services and service compositions in SOS.

The goal is broad and admits various answers, so in order to address
the goal we formulate four smaller research goals (see section 3.2) that
we focus on in this thesis.

3.2 Research Subgoals

In this section we present four research subgoals that serve our main
research goal, and which we address in this thesis.

Research subgoal 1.

The service-oriented paradigm is a design paradigm that relies on
a specific set of design principles such as: service-reusability, autonomy,
discoverability, abstraction, statelessness, etc. [12]. Services are the main
units of SOS, which can be created, invoked, composed, and decomposed
on a user request. Each service provides a predefined collection of ca-
pabilities that are grouped together and they relate to the functional
context (surrounding environment) in which a service can be invoked.
Consequently, all services should advertise their capabilities via well-
defined service interfaces that might include information such as type
of the service, time-to-serve, status, etc.. Also, since services are plat-
form independent and loosely coupled, it is possible to compose them in
more than one way, usually on user demand. In this thesis, we adopt
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the developer-user perspective with respect to the information needed
for a service: the developer has access to the internal description of a
service behavior, whereas the user needs only the service interface de-
scription. Hence, our aim is to provide a complete and unambiguous
service behavior description that includes modeling both the internal
state changes of each specific entity of the system’s architecture, and the
external interface behavior.

An important target is to ensure the required QoS that is expected
by the user when deciding which service to select out of available services
(possibly delivering the same or similar functionality). Therefore, it is
essential to be able to apply formal analysis techniques (in particular
model-checking) on a complete behavioral model of a service, or con-
nected services, at design-time. Some of the existing SOS approaches
support formal analysis to guarantee the expected level of QoS [4–7],
but few cater for both functional as well as extra-functional (timing and
resource-usage) behavior. Accordingly, the first research subgoal can be
subdivided into the following two subgoals:

To provide a language for describing the relevant features of
SOS high-level models, and corresponding tool support.

(RSG1A)

To develop a formal model for services, amenable to formal
analysis, which provides support for describing the service
function, timing, and resource-usage aspects.

(RSG1B)

Research subgoal 2.

Developing systems that do not always have a predefined architec-
ture raises some concerns regarding the quality and correctness of the
employed services. When building new services from the scratch one
should be able to predict the future behavior of the service, even more
so if the service needs to interact with other services in order to carry
out the given task. It is obvious that in such a dynamic environment
it is not sufficient to check only the correctness of single services, but
also to be able to verify the functional and extra-functional correctness
of possible service compositions.
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Considering the fact that services and service compositions some-
times are embedded into larger systems that need to run on limited re-
sources, it could become important to ensure that the resource-usage of
a service, be it isolated or interconnected, is kept within existing bounds.
To address such requests at early design stages, one needs powerful anal-
ysis techniques that encompass both functional but also extra-functional
service behavior. Such motivation justifies our second research subgoal:

To provide means to formally analyze functional, and extra-
functional properties of services and service compositions within
our framework.

(RSG2)

Research subgoal 3.

In principle, services in SOS might be offered at various prices, QoS,
and other conditions depending on the customer needs. In such a setting,
the interaction between involved parties requires the negotiation of what
is possible at request time, aiming at meeting needs dynamically. SOS
assume the involved parties to have one of the following roles: client,
mediator, or provider. The role of a client service is to request a service
that has certain functionality and characteristics, which should deliver
its function within given resource limits. The mediator initiates and
steers the communication, that is, the negotiation process between the
client and the provider, helping them to reach an agreement. The service
provider creates a counteroffer, based on the client’s request and available
services.

For a negotiation to take a place, a negotiation mechanism should
exist. The mechanism must be public and defines the rules of the pos-
sible client-mediator-provider interaction, and the space of the possible
actions that the participants can take, assuming that each participant
adopts a private strategy in order to maximize the individual gain. The
negotiation process is an iterative process that, if successful, finishes with
a formal contract called Service Level Agreement (SLA). SLA is a con-
tract between the client and the provider, which sets boundaries on both
functional and extra-functional properties to be guaranteed, defines the
cost of a service delivery, and possible penalties in case that the contract
is broken.

As the number of services offered by different providers is growing,
the need to formally define and analyze the service negotiation process
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has increased. Given that service provision is being negotiated upon the
client’s demand, establishing guarantees of provided QoS, under (most
likely) agile conditions of service composition and possible negotiation
constraints, becomes a challenging task.

Taking into account the above, a mathematically driven technique
to analyze various ways to achieve the client’s and provider’s goals is
beneficial. For instance, one can compute the minimum price for reach-
ing an agreement within a given time constraint, while maximizing the
utility function (a weighted sum of negotiation preferences) for all in-
volved parties. Such analysis might expose different configurations that
can provide valuable inputs to both service designers as well as service
users. Assuming particular offer and counter-offer, strategies of the in-
volved services, as well as a negotiation protocol, the formalization of the
negotiation between clients and providers basically results in a “negoti-
ation interface” that iterates until an agreement is reached. Our aim is
to provide an analyzable negotiation model between service clients and
providers fit to the above described needs. To meet these needs, we need
to address the subgoal below:

To provide an analyzable model that describes possible inter-
actions between services and their providers, through succes-
sive selection of actions.

(RSG3)

Research subgoal 4.

The usefulness, applicability, and scalability of modeling languages
and analysis methods for SOS can be exercised by performing their val-
idation against measured, quantified behavioral properties. To be able
to validate the applicability of our design framework, we must make sure
that it is suitable to real-life problems. Thus, our fourth research goal
is:

To apply the proposed design framework on a real-life service-
based system in order to check its suitability in practice.

(RSG4)
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Research subgoal 4.

The usefulness, applicability, and scalability of modeling languages
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to validate the applicability of our design framework, we must make sure
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is:
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based system in order to check its suitability in practice.

(RSG4)
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3.3 Research Methodology

Research is a systematic, methodical and ethical process of enquiry and
investigation, which aims at solving practical problems and increases
knowledge about the topic of research [44]. In order to adequately ad-
dress the main research goal, it is vital to adopt an appropriate research
methodology and set of research methods, suitable for a given setting.
The research process that is used in this thesis includes the following
steps based on the ones proposed by Shaw [45]:

• Identification and formulation of a general research problem based
on the current trends and demands from the SOS community;

• Transferring the problem to a research setting, refining and narrow-
ing down the general problem by expressing it in terms of selected
research subgoals;

• Analysis of the current state-of-the-art with respect to the defined
research subgoals;

• Answering the research subgoals by presenting the achieved re-
search results;

• Validation of our research results in order to examine the validity
of conducted research in both research and real-life settings.

The research process that is used in this thesis is presented in Fig-
ure 3.1. It consist of seven steps described in the following. We have
considered the general research problem, the need to be able to specify,
design, and formally analyze services and service compositions, and have
transferred the problem to a research setting as described in section 3.1.
In order to understand the problem better, we have performed informa-
tion gathering and state-of-the-art investigation covering the previous
work conducted on the research problem (see paper A). Next, based on
the findings from the state-of-the-art investigation, we have been able
to identify research subgoals as presented in section 3.2. In the next
phase of our research we have moved to addressing the research subgoals
by developing solutions and presenting achieved research results through
several iterations where the achieved results have been improved through
discussions and analysis. In papers B, C, and D we have presented our
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research results on developing formal approaches for behavioral model-
ing and analysis of services and service compositions in SOS. In paper
F, we present a tool for modeling and analysis of SOS.

Problem identification

    Problem understanding -

state-of-the-art investigation

Research goal definition

Research subgoals definition

Research results

Research results analysis

Validation

Results refinement

Figure 3.1: Research process steps

The last stage of our research process is validation. All presented
results have been analyzed and exemplified as shown in the included
papers. In papers B, C, and D toy examples and a simplified example
motivated by reality, are used. The approach presented in paper B, is
demonstrated on an adapted version of an intelligent shuttle system, for
which we have computed resource consumptions, and performed a service
composition correctness verification for respective shuttle compositions.
Paper C includes an illustrative example of our proposed approach for
which we have analyzed resource usage/cost calculation using symbolic
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states of the example service. In paper D, we illustrate the presented
approach of automated service negotiation in the car insurance example,
for which we have shown how to analyze the proposed negotiation model
against safety properties, but also against specified timing and utility
constraints. Finally, in paper E, we show how to model and formally
analyze a distributed energy management in an open energy market,
similar to one described by Mobach [46]. The salient point of our ne-
gotiation model, which enables its validation, is the fact that the model
can be analyzed against several requirements, such as price, time, and
reliability, in order to check whether the available energy and proposed
prices can satisfy a client’s needs. Also, we have been able to calculate
the value of the optimal utility function, described as a weighted sum of
energy price and energy reliability (modeled as a number), and model-
check the trace (a sequence of actions) that leads to such state. Our
behavioral language and the associated analysis techniques have been
compared to the existing related work and have been shown to be appli-
cable to modeling and analysis of a distributed energy management.

Chapter 4

Research Contributions

In this chapter, we present the contributions of this thesis, and we re-
late them to the subgoals formulated in Chapter 3. The details of each
contribution are presented in the appended papers, to be found in the
second part of this thesis.

Research subgoal 1.

The first subgoal is represented by two complementary subgoals, as
follows:

To provide a language for describing the relevant features of
SOS high-level models, and corresponding tool support.

(RSG1A)

To develop a formal model for services, amenable to formal
analysis, which provides support for describing the service
function, timing, and resource-usage aspects.

(RSG1B)

Contribution: A language for behavioral modeling of SOS. To
address RSG1A and RSG1B, we extend the already existing dense-time
hierarchical modeling language called Remes (a REsource Model for Em-
bedded Systems) initially designed to fit a component-based embedded
systems design perspective [8,9]. The main motivation for the extension
relies on the fact that SOS share similar characteristics with CBS, as pre-
sented in paper A. Our extensions exploit such advantages of the model,
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Figure 4.1: A user and developer perspective in a Remes composite
service.

and also introduce service-oriented features, aiming at making Remes

suitable for behavioral modeling and analysis of SOS, too. Our choice
of Remes is also justified by its support for formal analysis, since the
Remes language has a formal semantics defined in terms of TA [29],
or PTA [30], and depending on the analysis type [33], one can choose
between analyzing networks of TA or PTA.

Remes language is well-suited for abstract modeling, it is hierarchi-
cal, has an input/ouput distinction, a well-defined formal semantics, and
tool support for both component-based 1 and service-oriented 2 system
modeling and analysis [10,11]. We extend the language with various con-
structs and features deemed necessary for a service-oriented perspective,
as described in the following. In service-oriented version of the Remes

language, we consider two system views: the users’s and the develop-
ers’s view, respectively, as depicted in Figure 4.1. In the former, one has

1The Remes tool-chain is available at http://www.fer.hr/dices/remes-id.
2More information available at http://www.idt.mdh.se/personal/eep/reseide/
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information primarily on the service interface and exposed attributes
(or features). In the latter, one can be assumed to have access to the
internal service representation: functionality, enabled actions, resource
usage, and possible interactions with other services.

A Remes service can be described graphically (as a mode), or tex-
tually by a list of attributes (i.e., service type (a web, network, or embed-
ded service), capacity (the maximum number of messages per time unit),
time-to-serve (the worst-case time needed to respond and serve a given
request), status (the current service status, i.e., passive, idle, active), ser-

vice precondition, and postcondition exposed at the interface of the Remes

service (see Figure 4.1). A service precondition is a predicate that con-
strains the start of the service execution, and must be true at the time
a Remes service is invoked ((n == 2 and x == 0 and y == 0) in Figure 4.1).
A postcondition is the output guarantee, also a predicate, which must
hold at the end of a Remes service execution for a service to be correct
with respect to the function, timing, and resource usage requirements
((1 ≤ res ≤ 10 and y ≥ x) in Figure 4.1). A service modeled in Remes

can be atomic (Atomic service 1 and Atomic service 2 in Figure 4.1), com-
posite (Composite service in Figure 4.1) or employed in several types of
compositions, resulting in new and more complex services.

Let us assume an example of a composite service that models a web
service depicted in Figure 4.1. Composite service contains two subservices
Atomic service 1 and Atomic service 2. The service has two entry points,
Init and Entry point, where Init entry point is visited when the service
executes for the first time, and where all variables are initialized. Timed
behavior in Remes is modeled by global continuous variables of type
clock, evolving at rate 1 (variable x and y in Figure 4.1). Each service
can be annotated with the corresponding resource usage, modeled by the
first time derivative of the real-valued variables that denote resources and
that evolve at positive integer rates (variable res in Figure 4.1). Discrete
resources are allocated through updates, e.g., res += 1 in Figure 4.1. To
describe the continuous behavior of the service, delay (or timed) actions

are used, while the instantaneous actions are modeled via discrete actions.
The execution of the first type of actions do not change the mode in
a service, while the second are represented as annotations of the edges,
and their execution results in a mode change.

A composite service executes by performing a sequence of discrete
steps, via actions that, once executed, pass the control from the current
subservice to a different subservice. An action, A = (g, S) (e.g., (n > 0,



44 Chapter 4. Research Contributions

Figure 4.1: A user and developer perspective in a Remes composite
service.

and also introduce service-oriented features, aiming at making Remes

suitable for behavioral modeling and analysis of SOS, too. Our choice
of Remes is also justified by its support for formal analysis, since the
Remes language has a formal semantics defined in terms of TA [29],
or PTA [30], and depending on the analysis type [33], one can choose
between analyzing networks of TA or PTA.

Remes language is well-suited for abstract modeling, it is hierarchi-
cal, has an input/ouput distinction, a well-defined formal semantics, and
tool support for both component-based 1 and service-oriented 2 system
modeling and analysis [10,11]. We extend the language with various con-
structs and features deemed necessary for a service-oriented perspective,
as described in the following. In service-oriented version of the Remes

language, we consider two system views: the users’s and the develop-
ers’s view, respectively, as depicted in Figure 4.1. In the former, one has

1The Remes tool-chain is available at http://www.fer.hr/dices/remes-id.
2More information available at http://www.idt.mdh.se/personal/eep/reseide/

45

information primarily on the service interface and exposed attributes
(or features). In the latter, one can be assumed to have access to the
internal service representation: functionality, enabled actions, resource
usage, and possible interactions with other services.

A Remes service can be described graphically (as a mode), or tex-
tually by a list of attributes (i.e., service type (a web, network, or embed-
ded service), capacity (the maximum number of messages per time unit),
time-to-serve (the worst-case time needed to respond and serve a given
request), status (the current service status, i.e., passive, idle, active), ser-

vice precondition, and postcondition exposed at the interface of the Remes

service (see Figure 4.1). A service precondition is a predicate that con-
strains the start of the service execution, and must be true at the time
a Remes service is invoked ((n == 2 and x == 0 and y == 0) in Figure 4.1).
A postcondition is the output guarantee, also a predicate, which must
hold at the end of a Remes service execution for a service to be correct
with respect to the function, timing, and resource usage requirements
((1 ≤ res ≤ 10 and y ≥ x) in Figure 4.1). A service modeled in Remes

can be atomic (Atomic service 1 and Atomic service 2 in Figure 4.1), com-
posite (Composite service in Figure 4.1) or employed in several types of
compositions, resulting in new and more complex services.

Let us assume an example of a composite service that models a web
service depicted in Figure 4.1. Composite service contains two subservices
Atomic service 1 and Atomic service 2. The service has two entry points,
Init and Entry point, where Init entry point is visited when the service
executes for the first time, and where all variables are initialized. Timed
behavior in Remes is modeled by global continuous variables of type
clock, evolving at rate 1 (variable x and y in Figure 4.1). Each service
can be annotated with the corresponding resource usage, modeled by the
first time derivative of the real-valued variables that denote resources and
that evolve at positive integer rates (variable res in Figure 4.1). Discrete
resources are allocated through updates, e.g., res += 1 in Figure 4.1. To
describe the continuous behavior of the service, delay (or timed) actions

are used, while the instantaneous actions are modeled via discrete actions.
The execution of the first type of actions do not change the mode in
a service, while the second are represented as annotations of the edges,
and their execution results in a mode change.

A composite service executes by performing a sequence of discrete
steps, via actions that, once executed, pass the control from the current
subservice to a different subservice. An action, A = (g, S) (e.g., (n > 0,



46 Chapter 4. Research Contributions

x := 0, n -= 1, res += 1) in Figure 4.1), is a statement S (in our case
x := 0, n -= 1, res += 1), preceded by a boolean condition, the guard
(n > 0), which must hold in order for the action to be executed and
the corresponding outgoing edge taken. A Remes composite service
may contain conditional connectors (decorated with letter C) that allow
a possibly nondeterministic selection of one discrete outgoing action to
execute, out of many possible ones. In Figure 4.1, via C, one of the three
available actions can be chosen for execution. Services might also be
annotated with invariants (e.g., y ≤ 1 in Atomic service 1), which bound
from above the current service’s delay (or execution time). Before the
invariant stops to hold, the current mode is exited.

Service manipulation is supported via Remes interface operations
that include: service creation, deletion, composition, and replacement.
When composing services, it is also beneficial to form lists of services
a priori (s_list) that can be managed by similar interface operations as
for simple services such as: create, delete, or reorder list of services.
Examples of a service creation and adding a service to a list are shown
below. In the example of a service creation we assume that attributes
service capacity and service time-to-serve might be irrelevant for a given
service and therefore we allow in the service specification to omit their
definition (e.g., capacity == infinity).

Create service: create service_name

[pre] : service_name = NULL
create : T ype × N × N × ′′passive′′ × (Σ → bool) × (Σ → bool) → service_name
{post} : service_name �= NULL and T ype ∈ {web service, network service, embedded
service, ...} and capacity ≥ 0 and time − to − serve ≥ 0 and status = ′′passive′′

Add service to a list: add service_name, s_list

[pre] : service_name �∈ s_list

add : s_list → s_list

{post} : service_name ∈ s_list

To facilitate modeling of nested sequential, parallel or synchronized
services and their compositions, we also introduce a hierarchical textual
dynamic 3 composition language (HDCL).

DCL ::= (s_list, PROTOCOL, REQ)

HDCL ::= (((DCL+ , PROTOCOL, REQ)+, PROTOCOL, REQ)+, . . . ) (4.1)

3Here the term dynamic should be understood as “on demand” or “on the fly”.
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In Eq. 4.1, DCL (Dynamic Composition Language) describes the
basic service composition mechanism, while HDCL describes the hierar-
chical composition. Our service composition textual description requires
the existence of a service list (s_list), a service interaction protocol (PRO-

TOCOL), and a service requirement (REQ). To express the need that one
or more DCLs are required to form HDCL we use the positive closure op-
erator. PROTOCOL defines the type of binding between services, which
can be modeled by a unary or binary operator described in Eq. 4.2.

PROTOCOL ::= unary_operator service_name |

servicem binary_operator servicen (4.2)

The requirement REQ is a predicate (Σ → Bool) that might comprise
both functional and extra-functional properties of the composition. It
identifies the required attribute constraints, capabilities, characteristics,
or qualities of a system composed of services, such that it exhibits the
value and utility requested by the user. Σ is the polymorphic type of the
state that includes both local and global variables. HDCL allows cre-
ating new services by composing existing services via binary operators,
as well as adding and/or deleting services from lists. The unary and
binary operators supported by the language (as PROTOCOL) are defined
in Eq. 4.3.

Unary_operator ::= exec − first

Binary_operator ::= ; | ‖ | ‖SY NC−and | ‖SY NC−or (4.3)

The unary operator exec-first to specifies which service should be exe-
cuted first in a composition and only when that respective service finishes
and establishes its postcondition, other services can become active. To
model synchronized behavior in Remes we use a special kind of mode,
called an AND/OR mode. The mode is made of “paths” of interconnected
submodes that can be executed in parallel, as in Figure 4.2. By the se-
mantics of the mode, in such a mode, the services finish their execution
simultaneously, from an external observer’s point of view. However, if
the mode is employed in design as an AND mode, the subservices are
activated at the same time, while an OR mode assumes that one or at
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Figure 4.2: An illustration of an AND/OR Remes mode

most all subservices are activated based on the truth value of the guards
of the actions on the incoming edges. Services that belong to this type
of Remes mode and that have to synchronize their behavior at the end
of their execution interact via the PROTOCOL expressed as either of the
following two operators:

• ‖SYNC-and - all services follow their exit edges at the same time when
the mode finishes its execution;

• ‖SYNC-or - the mode finishes its execution as soon as one service
traversed an exit edge.

The detailed description can be found in paper B.

Contribution: Tool support for designing SOS. The current tool
enables graphical modeling of service-based systems, with the resource-
aware timed behavioral language Remes, as well as the textual system
description (in the language presented above). The textual description
is an alternative to the graphical description, deemed useful especially
when the design tends to become complex. To enable the automated
design and analysis of our kinds of SOS, Remes is backed by a tool that
comprises: (i) a graphical editor used to display the service diagram,
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where services can be created, composed, and displayed as desired by
the designer, (ii) a console view that is an alternative description of the
graphical design, which supports the textual description of the system,
including service declarations, list of services, and their compositions4,
and (iii) an automated traceability between the two design interfaces,
which provides support for tracing the error from one model to the
other [34, 47]. Using the textual description of the system and textual
service composition interface, service compositions can also be checked
for correctness with respect to given requirements. We have automated
the transformation of Remes models into TA networks in order to en-
able the formal verification and validation of given models, to reduce
error proneness in the design process. Another benefit is the fact that
the designer does not need to be a verification expert in order to verify
the modeled system. All details regarding the tool implementation can
be found in paper F.

4More information available a http://www.idt.mdh.se/personal/eep/reseide/
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of their execution interact via the PROTOCOL expressed as either of the
following two operators:
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the mode finishes its execution;
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Contribution: Tool support for designing SOS. The current tool
enables graphical modeling of service-based systems, with the resource-
aware timed behavioral language Remes, as well as the textual system
description (in the language presented above). The textual description
is an alternative to the graphical description, deemed useful especially
when the design tends to become complex. To enable the automated
design and analysis of our kinds of SOS, Remes is backed by a tool that
comprises: (i) a graphical editor used to display the service diagram,
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where services can be created, composed, and displayed as desired by
the designer, (ii) a console view that is an alternative description of the
graphical design, which supports the textual description of the system,
including service declarations, list of services, and their compositions4,
and (iii) an automated traceability between the two design interfaces,
which provides support for tracing the error from one model to the
other [34, 47]. Using the textual description of the system and textual
service composition interface, service compositions can also be checked
for correctness with respect to given requirements. We have automated
the transformation of Remes models into TA networks in order to en-
able the formal verification and validation of given models, to reduce
error proneness in the design process. Another benefit is the fact that
the designer does not need to be a verification expert in order to verify
the modeled system. All details regarding the tool implementation can
be found in paper F.

4More information available a http://www.idt.mdh.se/personal/eep/reseide/
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Research subgoal 2.

To provide means to formally analyze functional, and extra-
functional properties of services and service compositions within
our framework.

(RSG2)

Contribution: A service and service composition correctness

check. To verify the service and service composition correctness, we use
the forward analysis technique based on the computation of the strongest
postcondition (sp) of a Remes service (Service) with respect to a given
precondition (s_pre) [13]. The correctness verification of a service with
respect to the service’s postcondition (s_post) and service precondition
(s_pre) reduces to the following boolean implication:

sp.Service.s_pre ⇒ s_post (4.4)

where (s_pre) is required by the service client, and (s_post) is offered
by the service provider, and should be guaranteed after the service is
executed. If the implication is verified and s_post is no more than the
given Service requirement, one can conclude (or guarantee) that the pro-
vided service fits with the client requirement, before the service has
been executed. To calculate the sp of a Remes service, we have used
two methods: (i) a well-known deductive method described in paper
B, starting from the guarded command language (GCL) [48] descrip-
tion of a Remes service [15], and (ii) an algorithmic method described
in paper C, which computes automatically the sp of a Remes service
described as PTA [49]. The algorithmic version includes also the mini-
mum (or maximum) resource-usage trace computation, while performing
strongest postcondition analysis.

In the algorithmic computation of the sp a service is described as a
set of priced symbolic states of form (A, π), where A is a set of states, and
π assigns non-negative costs to all states in A, as shown in Figure 4.3.
The algorithm employs two lists, Waiting (contains the states to be
examined) and Passed (populated with already examined states). At
each iteration, the algorithm selects a priced symbolic state (A, π) from
Waiting. If (A, π) is a goal state (note that in PTA describing a Remes

service, the goal state is determined by a unique location, (Af , πf ) in
Figure 4.3) not contained in a goal state previously stored in the sp, it is
added to the calculated postcondition sp. Otherwise, if it is not a goal
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Figure 4.3: An example of the algorithmic strongest postcondition cal-
culation

state and not contained in a symbolic state previously stored in Passed,
it is added to Passed, and all its successor states are added to Waiting.
When Waiting is empty, the strongest postconditions calculated for
each path reaching the goal state are returned. In Figure 4.3 we assume
that there exist four paths that reach the goal state, and their respective
strongest postconditions form the strongest postcondition of a Remes

service (sp == sp1 ∨ sp2 ∨ sp3 ∨ sp4).
To be able to verify service compositions, by the methods above, we

give semantics to sequential, parallel, and parallel with synchronization
service composition, respectively. The benefit of this language is that,
after each composition, we require that one checks whether the given
requirement is satisfied, by forward analysis, e.g., by calculating the
strongest postcondition of a given composition with respect to a given
precondition.
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Research subgoal 3.

To provide an analyzable model that describes possible inter-
actions between services and their providers, through succes-
sive selection of actions.

(RSG3)

Contribution: A service negotiation model with formal seman-

tics. To provide a systematic and an analyzable way to model a service
negotiation process, we propose the Remes HDCL negotiation model.
The model is based on the set of Remes interface operations and the hi-
erarchical language HDCL, which supports Remes service composition,
which we have recently proposed [15].

In the model described in paper D, we assume an iterative form
of the Contract Net Protocol (CNP) between web services, described
in Remes HDCL. In the CNP the roles of the manager that can be seen
as a negotiation mediator, and the contractor (a service provider) are
defined as assumptions. The manager gets a request from a client and
aims at finding an appropriate contractor to fulfill the request via call
for proposals (CFP). Furthermore, the CFP is evaluated by contractors
and a response is being sent back. The manager evaluates the received
proposals and based on the evaluation decides which proposals to accept
and which to reject. In the iterative CNP, the communication between
manager and possible contractors repeats until the consensus is reached.
In each round the contractors aim to improve on their previous proposals,
in order to make them more suitable to the manager. The goal is to settle
an agreement that will satisfy requirements of all involved parties.

The model’s benefit is that once the negotiation process is finished
and a service has been provided, one can easily check if the service de-
livers the original qualities by employing the service correctness check
previously described. Moreover, the model can be seen as a “negotiation
service” that iterates over client-provider choices, automatically, until a
consensus is reached. The fact that the Remes model can be translated
to TA and analyzed with the Uppaal model checker brings additional
insight into the negotiation process and its possible outcomes if com-
pared to a simulation-based approach [46].
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Research subgoal 4.

To apply the proposed design framework on a real-life service-
based system in order to check its suitability in practice.

(RSG4)

Contribution: Validation of Remes language for SOS. Our ap-
proach has been applied on three simple, yet relevant research examples:
an ATM scenario (depicted in paper A), an intelligent shuttle system
(shown in paper B), and an insurance scenario (presented in paper D).
The examples an the application results enable a deeper understanding
of the service-based behavior in isolation, as well in more or less com-
plex service compositions, while also providing a basis to exercise the
applicability of our framework. In the given examples we have mod-
eled behavior of different types of services, analyzed their performance,
checked their correctness, and simulated a service negotiation process,
by translating Remes models into TA and PTA networks.

In paper E, we have provide a more detailed validation of the Remes-
based negotiation model on a more complex and realistic example of
distributed energy management. In the energy management system an
energy consumer (i.e., client) creates a request and communicates with
energy provider via a mediator in order to get a given request served. A
request carries information about an amount of energy to be provided,
expected price per unit of energy, and information regarding the accept-
able energy reliability. The supply of energy is based on a negotiation
carried out between consumers and providers in possibly more than one
round, assuming a certain scenario. The negotiation relies on providers’
advertisements that specify type of energy to be sold (i.e., energy coming
from diesel generators, wind turbines, etc.), available amount of energy,
its reliability, and price per unit of energy. The energy consumer is as-
sumed to have a varying energy demand over a day, while at the same
time providers have varying energy capacity available over a period of
time. In the case-study we have been able to analyze three different
scenarios of a service provision using a service negotiation process: (i)
a scenario in which a client uses maximum bound on the price, (ii) a
scenario in which there is no maximum bound on the client’s acceptable
price, and (iii) a scenario in which a client adapts the price based on the
offers given by a provider.

In this case-study we have modeled the described negotiation model
using our textual composition language Hdcl, and analyzed it against
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price, time, and reliability requirements, in order to get information
whether the available energy and given prices can satisfy the client’s
needs. We have focused on calculating the optimal values of utility
function (a weighted sum of negotiation preferences) with respect to the
price and the energy reliability (modeled here as a number), and we
have also model-checked the trace that leads to such state. Since the
negotiation model is time constrained, we have been able to compute
time needed to reach an agreement for energy supply over a day, which
will satisfy expectations of all negotiation participants.

Chapter 5

Related Work

This chapter relates the work in this thesis to relevant research areas. It
is subdivided into a number of sections in which we provide comparisons
with work of fellow researchers, for each area, respectively.

5.1 Modeling and Analysis of SOS

Two popular commercial solutions for modeling SOS are SOMA [50] and
SOMF [51]. SOMA [50] is a method developed by IBM for designing and
building SOA-based solutions. The method includes techniques for de-
sign and analysis, implementation, testing, and deployment of services
and corresponding policies required for a successful design of reusable
SOA solutions. On the other hand, Service-Oriented Modeling Frame-
work (SOMF) has been introduced by Michael Bell as the modeling lan-
guage suitable for developing distributed software systems [51]. SOMF
is constructed around eight models of implementation such as: design,
discovery, analysis, quality assurance model, etc. Each of these models
identifies the methodology, process, platform, best practices, and disci-
plines by which a practitioner is able to accomplish a modeling task
during a project. A service in SOMF is classified by its contextual
and structural attributes into: an atomic, a composite, a cluster, and
a cloud service. The framework offers a number of modeling practices
that contribute to a successful service-oriented life cycle development
and modeling during a project. Compared to the described approaches,
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our approach is more abstract yet rigorous, dealing purely with design
level services, without an actual relation to an implementation model.

There is a number of academic solutions that address modeling and
analysis of SOS. In the following, we mention several of them, point-
ing out their advantages and drawbacks with respect to their modeling
and analysis capabilities. The Sensoria Reference Modeling Language
(SRML) is a high level modeling language describes service-oriented ar-
chitectures [52]. The language enables modeling of composite services
via a distributed service orchestration that is given formal semantics
in terms of configuration graphs and state transition systems. The be-
havior of services is described by well-defined interfaces (requires-, and
provides-interfaces). In SRML, properties of required and provided ser-
vices are specified in temporal logic (UCTL branching time temporal
logic that is an action or state based logic, originally introduced to ex-
press properties of UML statecharts [53]) and can be analyzed over or-
chestrations defined in terms of state transition systems using the UMC
model-checker [54]. Time-related properties of services can be analyzed
using the stochastic process algebra PEPA [55]. The analysis of SRML
models provide timing analysis of possible delays that might occur while
providing a service, but also performance, responsiveness, and sensitivity
analysis are possible. The SRML language is equipped with constructs
for correctness check of the requested (or provided services). The model
also enables a static analysis of the existing services. The benefit of such
a language is the fact that it provides a rich set of constructs to enable
both qualitative and quantitative analysis, but the fact that the user
needs to master several techniques and formalisms to explore the full
potential of such an approach might become a disadvantage.

Rychlý describes the service behavior as a component-based system
for dynamic architectures [27]. The specification of services, their behav-
ior, and hierarchical composition are formalized within the π-calculus.
Similar to our approach, this work emphasizes the behavior in terms
of interfaces, (sub)service communication, and bindings, yet we can
also cater for service descriptions including timing and resource annota-
tions [56].

5.2 Checking Properties of Isolated and

Composed Services 57

5.2 Checking Properties of Isolated and

Composed Services

Beek at al. [57] present a comprehensive survey of relevant approaches
that accommodate modeling and analysis of service compositions [4–7].
Regarding service modeling, all these approaches are solid; however, with
respect to verifying service correctness [58–60] (usually by employing
formal methods), such approaches show limited capabilities to automat-
ically support these processes. Foster et al. present an approach for
modeling and analysis of web service compositions [28]. The approach
takes BPEL4WS service specification and translates it into Finite State
Processes (FSP), and Labeled Transition Systems (LTS), for analysis
purposes. The drawback of the approach is the tedious transformation
process necessary to obtain the analysis model, especially in cases when
the user is not familiar with different notations and approaches required
in this process. Díaz et al. describe a process of automatic translation
of BPEL and WS-CDL service models to TA in order to enable analysis
via Uppaal model-checker [58]. Even though the given model-checker
is a powerful analysis tool, the described approach is limited to checking
only service timing properties. Narayanan et al. show how semantics of
OWL-S, described using first-order logic, can be translated to Petri-nets
and then analyzed as such [59]. The analysis of such models includes
reachability analysis and some liveness properties checking, including
deadlock freedom of service compositions.

Compared to these approaches, compositions of Remes models, but
also atomic Remes services, can be deductively reasoned about (al-
though, as for now, we still miss the interface correctness tool support),
or can be automatically translated to TA [29] or PTA [30], and analyzed
with Uppaal, or Uppaal Cora tools, for functional but also extra-
functional behaviors (timing and resource-wise behaviors).

5.3 Service Negotiation

Lapadula et al. provide a description of modeling publication, discovery,
negotiation, deployment, and execution of service-oriented applications
in COWS [61]. COWS is a WS-BPEL-inspired process calculus, which
can be seen as a lower level modeling language suitable for specifying,
combining, analyzing services, while modeling their dynamic behavior.
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For the analysis purposes, the language can be translated to the CMC
model-checker. In comparison to this approach, our approach offers a
service model with semantics defined in Uppaal’s TA, which allows in-
vestigating both functional as well as extra-functional negotiation prop-
erties. Sierra et al. describe a formal model for negotiation between
autonomous agents in service-oriented environments [62]. The service-
oriented model is a modified version of the general negotiation model
proposed by Faratin et al. [63]. The paper includes several negotiation
steps, such as generation of the initial offer, evaluation of the incoming
proposals, and generation of counter proposals. However, no analysis
support has been described. Comuzzi et al. present an automated ap-
proach to web service QoS negotiation [64]. The negotiation is performed
via a Negotiation Broker to which both a consumer and a service provider
notify their preferences on QoS attributes and negotiation strategies, by
specifying the value of a relatively small set of parameters. In some later
work Comuzzi et al. propose a semantic-based framework to support
negotiation processes in Service-Oriented Architectures (SOA) [65]. The
benefit of this approach is that the framework allows the service client
and a service provider to express their capabilities in terms of the ne-
gotiation protocols they are able to support and the actions they are
able to perform, and based on that the framework decides on a negotia-
tion protocol to be used. Again, both papers describe a rich theoretical
foundation for automated negotiation processes, but compared to our
approach lack the formal analysis of negotiated QoS.

Benkner et al. [22] describe the GEMSS Grid infrastructure, based
on standard Web services technology, that enables parallel application
available on clusters to be exposed as QoS-aware Grid services. The in-
frastructure enables clients to dynamically negotiate provided QoS con-
straints with respect to response time and price, using SLAs. The negoti-
ation is based on request-offer model where the central role in the process
is given to the QoS manager that receives requests from a client, checks
whether client’s request can be met using the application performance
model, and generates a corresponding offer. The model enables also re-
negotiation in cases that some parts of the requests are fit and some
need to be adjusted based on the client’s restrictions. The main benefit
of this infrastructure is recognized to be in medicine, where Grid technol-
ogy can provide medical practitioners with access to advanced simulation
and image processing services for improvement of pre-operative planning
and near real-time surgical support.
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Resinas et al. provide a description of automated agreement negotia-
tion system based on a bargaining protocol called NegoFAST-Bargaining
[66]. The architecture includes a rich environment to first identify the
key element in the negotiation process, then model it together with its
corresponding processes, and finally create the scenarios to be validated.
The framework can be seen as a rich theoretical basis that developers can
use when building their negotiation processes, and might be extended
such that it supports validation of different negotiation scenarios with
respect to functional, and extra-functional properties as proposed in our
approach. Paurobally et al. describe a way to deploy multi-agent nego-
tiation techniques to facilitate dynamic negotiation for Grid resources in
order to provide an adaptive and autonomous Grid [67]. Moreover, they
describe the deployment of CNP and its corresponding strategies for ne-
gotiation between web services. The approach offers a rich environment
to model the negotiation process using CNP, but in terms of the analysis
it is limited to monitoring the modeled system.

Chhetri et al. describe an agent-based negotiation framework that
supports provision and maintenance of SLA for web service composi-
tions [68]. In this work they propose an approach to provide service
compositions during the service negotiation process in case that no sin-
gle service that can satisfy user demands exists. The concept includes
a third party agents, called Negotiators, that in case a single service
that can satisfy user demands look for suitable services that can create
service compositions. Such a composition is further analyzed by Coor-
dinator agent using implemented decision support strategies in order to
guarantee that the proposed composition is fit for a user requirement.
The overall idea behind this approach emphasizes the overall idea of
SOS, where services are discovered, composed, and provided on demand.
However, the approach could be improved by adding a stronger analy-
sis engine that would provide better environment to analyze proposed
service compositions.
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Chapter 6

Conclusions and Future

Work

The objective of the research presented in this thesis is to develop meth-
ods and associated tools for the specification, modeling, and formal anal-
ysis of services and service compositions in SOS. Our main focus is on
the behavioral aspects of services and challenges associated with ana-
lyzing such models. In the thesis, we have extended the resource-wise
hierarchical timing behavioral language, called Remes, and provided as-
sociated analysis techniques aiming at supporting services and service
compositions in SOS. We have illustrated our approach on several small
examples, but also on a more realistic and complex case-study of dis-
tributed energy management. In the following section, we present a
brief overview of all thesis contributions.

6.1 Summary of Thesis Contributions

In this work, we have presented research that addresses the formulated
research goals of Chapter 3, and which can be summarized in the follow-
ing concrete lines of contribution:

Remes behavioral language for service-oriented environments.

To support modeling of independent services, we have extended the ex-
isting behavioral modeling language Remes, which has been designed
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to fit a component-based design perspective [8, 9]. A service in Remes

is described both graphically as a mode with explicit entry- and exit
points, and textually by a list of attributes within the service inter-
face that describes service characteristics in detail, and makes a service
discoverable by potential service users. We distinguish between two dif-
ferent service design perspectives: the developer’s and the user’s. In the
former, developers are assumed to have access to the service function-
ality representation, enabled actions, resource annotations, and possible
interactions with other services, all given as the service’s behavioral de-
scription; in the user’s view such a description is not needed, instead the
service interface needs to be visible. These described constructs set the
ground for formal analysis of services and their compositions, since the
language supports modeling both single and composed services. This can
be achieved via hierarchical composition language that allows to create
new services, using binary operators, as well as adding and/or deleting
services from lists. In addition, it allows serial, parallel and parallel with
synchronization service composition.

Checking the correctness of Remes services. To support the the
correctness check of Remes services we use the forward analysis tech-
nique based on the computation of the strongest postcondition of a Re-

mes service with respect to a given precondition [13]. To calculate the
strongest postcondition of a Remes service, we have used two meth-
ods: (i) a well-known deductive method that starts from the guarded
command language (GCL) [48] description of a Remes service, and (ii)
an algorithmic method that automatically computes the strongest post-
condition of a Remes service described as PTA. The algorithmic version
includes also the minimum (or maximum) resource-usage trace computa-
tion, while performing strongest postcondition analysis. The approach
makes checking the correctness of more complex services feasible, and
awaits implementation in the Uppaal Cora tool.

Service negotiation model in Remes. Available services might de-
liver similar or the same functionality but differ in extra-functional char-
acteristics. Moreover, they might be offered to service users at different
prices, time, or any other condition. Therefore, it is often the case that
service providers and clients need to negotiate in order to support a
systematic and analyzable way to model a service negotiation process,
we have introduced the Remes Hdcl negotiation model. The model
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is based on the set of Remes interface operations and the hierarchical
language (HDCL) that supports Remes service compositions. The main
benefit of such a model is that once the negotiation process is finished one
can easily check whether the service really delivers the original qualities
by employing the previously described service correctness methods. In
addition, the model can be seen as a “negotiation service” that iterates
over client-provider choices, automatically, until a satisfactory agreement
for all involved parties is reached. Additionally, the fact that the Remes

model can be translated to TA and analyzed with the Uppaal model
checker brings more insight into the negotiation process and its possible
outcomes.

In the proposed negotiation model, we have assumed an iterative form
of the Contract Net Protocol (CNP) between web services, described
in Remes Hdcl, but the model could be extended towards support-
ing other protocols, too. Moreover, in our model we have implemented
two negotiation strategies, price- and time-driven with marginal cost.
The model has been applied in a car insurance example, for which we
have shown how to analyze the model against safety properties, but also
against specified timing and utility constraints represented as a weighted
sum of negotiation preferences.

Tool support for modeling and analysis of services and service

compositions. In this thesis we have developed a Java-based, stand-
alone tool for describing Remes services and service compositions. The
tool enables graphical modeling of service-based systems, as well as a
textual service and service composition description, in Remes. The tool
consists of an editor for new service creation, as well as the design of ser-
vice compositions; in addition to the editor, a console view is provided
for the textual description of the system, including service declarations,
list of services, and their compositions. The tool enables the design of
service compositions as possibly desired by the user, together with a
textual service composition interface in which compositions can also be
checked for correctness. We also provide automated traceability between
the two design interfaces, which enhances the system design process with
intuitive service manipulation. With respect to the formal analysis, we
provide an automatic translation of the graphical service description into
TA networks, where described models can be formally analyzed.

The approach validation. The approach described in this thesis has
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been applied on three simple research examples: an ATM scenario, an
intelligent shuttle system, and a car insurance scenario. For these exam-
ples, we have analyzed the performance of service-based systems, have
carried out correctness checks, and simulated service negotiation pro-
cesses. However, we have applied our proposed negotiation model to a
more complex real-life case-study, that is, a distributed energy manage-
ment, where we have analyzed the proposed model with respect to the
optimal values of utility function (weighted sum of negotiation prefer-
ences) with respect to the price and the energy reliability. In this case,
we have been able to derive the time required to close an agreement for
different modeled scenarios. Each of these studies has helped us to better
understand the capabilities and limitations of our framework when ap-
plied to modeling of service behaviors, as well as of behaviors of service
compositions. We have also got insight into how to extend our work such
that it becomes more complete and adequate for modeling and analysis
of real SOS systems.

6.2 Future Research Directions

We have identified several possible directions that our research could fol-
low in the future. As we can see in the available literature, many of the
academic approaches have been enriched such that they enable transla-
tion or connection to WS-BPEL language [69]. Our aim is to provide
a connection to WS-BPEL language, too, such that the large analysis
spectrum covered by our approach reaches and becomes accessible to a
broader research community.

The current trend in SOS leads to service clouds, both private and
public. It would be interesting to investigate how our approach could
fit into modeling and more importantly analyzing available services in
service clouds. Another interesting direction might be connected to ap-
plying our negotiation model on a service provision process in service
clouds.

The analysis techniques presented in this thesis are based on formal
techniques, more specifically on service verification by model-checking,
where services are described as networks of TA and PTA. We are also
interested in applying other analysis techniques in order to uncover a
larger spectrum of possible errors, and also improve scalability. One of
the interesting techniques that we have in mind is software testing for

6.2 Future Research Directions 65

services.
At last, all the analysis presented in this thesis applies to the service

design-time models. We envision an increased value of our framework,
if we enhance it with capabilities to perform run-time SOS analysis too.
In such a context, we could get better insight into services and their
composition behavior, when already deployed and used in the target
environment.
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